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Preface

If you’re reading this, you’ve probably decided to write a Python script to run an FEA

analysis in Abaqus. But you’re not sure where to begin, you’ve never written a working

script for Abaqus, and you’ve never worked with the programming language Python

either. The good news is you’ve found the right book to deal with the situation. Through

the course of this text you’re going to learn the basics of writing scripts for Abaqus and

understand the working of the Abaqus Scripting Interface. At the same time you’re going

to learn what you need to know of the Python programming language itself. You’re going

to receive the stable foundation you need so that you spend more time focusing on your

research and less time debugging code.

The aim of this book is not to teach you every single built-in scripting method offered by

Abaqus. There are literally hundreds of these, and chances are you will only use a few of

them for your own simulations. We’ll focus on these, and put you in a position where you

can branch out on your own. For the record all the keywords and methods of the Abaqus

Scripting Interface are listed in the Abaqus Scripting Reference Manual. The

documentation also consists of a manual called the Abaqus Scripting User’s Manual

which provides helpful advice on different scripting topics. You could potentially learn to

write Abaqus scripts in Python from the documentation itself, as many people (such as

me) have had to do in the past. But as a beginner you will likely find yourself

overwhelmed by the sheer quantity of information provided there. You will spend a lot of

time making avoidable mistakes and discovering for yourself, after hours (or days or

months) of trial and error, the correct method to accomplish a given task through a script.

This book gives you the guidance you need to start writing complex scripts right off the

bat. Once you’ve read through all the pages you will have the knowledge and the

confidence to write your own scripts for finite element simulations in Abaqus, and will

then be able to refer to the Abaqus documentation for more information specific to your

research task.



Why write scripts?

If you plan to learn scripting in Abaqus chances are you already know why it is useful

and intend to use it to accomplish some task for your analyses. But for the sake of
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completeness (and for those of you who are reading because your professor/boss forced

you to), a few uses shall be mentioned.

Let’s assume you regularly use a few materials in all your simulations. Every time you

start a new simulation in the GUI mode (Abaqus/CAE) you need to open up the materials

editor and enter in material properties such as the Density, Young’s Modulus, and

Poisson’s Ratio and so on for each of these materials. You could instead put all of these

materials in a script. Then all you would need to do is go to File > Run Script… and your

material database would be populated with these materials in a couple of seconds.

Basically you would be using the script to perform a repetitive task to save time. That is

the one use of a script, to perform the same task the same way multiple times with

minimal effort. We will in fact look at this example of creating materials with a script in

the first chapter.

A more complex use of a script is if you have a certain part on which you plan to apply

loads and boundary conditions, and you wish to change the loads, constraints, or the

geometry of the part itself and rerun the simulation numerous times to optimize the

design. Let’s assume for example you apply a load on a horizontal cantilevered beam and

you want to know how much the beam bends as you increase its length. One way to do

this would be to recreate the beam part 7 or 8 times. If your simulation has complex

parameters you might have to apply sections, loads and constraints to it every time. A

more sophisticated and efficient way to accomplish the same task is to write a script with

the length of the beam assigned to a variable. You could then change the value of this

variable and rerun the script in a loop as many times as you need to. The script would

redraw the beam to the new length and apply the loads and BCs in the correct regions

(accounting for the change in location of loads and BCs with the geometry). While this

may sound like too much work for a simple beam simulation, if you have a more

complex part with multiple dimensions that are all related to each other then remodeling

it several times will prove to be very time consuming and a script will be the wise choice.

An added advantage of a script is that you have your entire simulation setup saved in the

form of a small readable text file only a few kilobytes in size. You can then email this

text file to your coworker and all he would need to do is run this script in Abaqus. It

would redraw the part, apply the materials, loads, boundary conditions, create the steps,

and even create and run the job if programmed to do so. This also has the advantage of

readability. If a coworker takes over your project, he does not need to navigate through
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the model tree to figure out how you created the complex geometry of your part file, or

what points and edges you applied each load or boundary condition on. He only needs to

open up the script file and it’s all clearly spelled out. And you can put comments all over

the script to explain why you did what you did. It keeps things compact and easy to

follow.



What you need…

This book assumes that you have some previous experience with running simulations in

Abaqus in the GUI (Abaqus/CAE). This means you know how to set up a basic

simulation, create parts, enter material properties, assign sections, apply forces and

boundary conditions, create interactions, mesh parts and run jobs by using the toolbars or

menus in Abaqus/CAE. When we start learning to write scripts you will essentially be

performing all of these same procedures, except in the form of Python code.

However you do not need to be an expert at these tasks. For every example we work on,

we first look at the procedure to be carried out in the Abaqus/CAE. This procedure has

been spelled out in the text, and is also demonstrated as silent video screencasts where

you can watch me perform the analysis step by step. This is to ensure that you know how

to perform the task in the GUI itself, before trying to write a script. These screencasts

have been posted on the book website www.abaquspython.com (and hosted on YouTube)

where I’ve found they are also being used by beginners trying to teach themselves

Abaqus. Following the creation of these videos, I was employed by Dassault Systèmes

Simulia Corp. to create an Abaqus tutorial series on their new ‘SIMULIA Learning

Community’. I have recorded audio narration with detailed explanation over all of these,

and other newer tutorials as well. These are currently displayed (free) at

www.simulia.com/learning. If you wish to brush up on your Abaqus skills you may

watch these. Refer to the book website for up-to-date information and links.

The book assumes that you have some basic knowledge of programming. This includes

understanding concepts like variables, loops (for, while) and if-then statements. You are

all set if you have experience with languages such as C, C++, Java, VB, BASIC etc. Or

you might have picked up these concepts from programmed engineering software such as

MATLAB or Mathematica.

In order to run the example scripts on your own computer you will need to have Abaqus

installed on it. Abaqus is the flagship product of SIMULIA, a brand of Dassault
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Systèmes. If you have Abaqus (research or commercial editions) installed on the

computers at your workplace you can probably learn and practice on those. However not

everyone has access to such facilities, and even if you do you might prefer to have

Abaqus on your personal computer so you can fiddle around with it at home. The good

news is that the folks at SIMULIA have generously agreed to provide readers of this

book with Abaqus Student Edition version 6.10 (or latest available) for free. It can be

downloaded off the book website. This version of Abaqus can be installed on your

personal computer and used for as long as you need to learn the software. There are a few

minor restrictions on the student edition, such as a limitation on the number of nodes

(which means we will not be able to create fine meshes), but for the most part these will

not hinder the learning experience. For our purposes Abaqus SE is identical to the

research and commercial editions. The only difference that will affect us is the lack of

replay files but I’ll explain what those are and how to use them so you won’t have any

trouble using them on a commercial version. Abaqus SE version 6.9 and version 6.10

were used to develop and test all the examples in this book. The Abaqus Scripting

Interface in future versions of Abaqus should not change significantly so feel free to use

the latest version available to you when you read this.



How this book is arranged…

The first one-third of this book is introductory in nature and is meant to whet your

appetite, build up a foundation, and send you in the right direction. You will learn the

basics of Python, and get a feel for scripting. You’ll also learn essential stuff like how to

run a script from the command line and what a replay file is.

The second part of the book helps you ‘Learn by Example’. It walks you through a few

scripting examples which accomplish the same task as the silent screencasts on the book

website but using only Python scripts. Effort has been taken to ensure each

example/script touches on different aspects of using Abaqus. All of these scripts create a

model from start to finish, including geometry creation, material and section assignments,

assembling, assigning loads, boundary conditions and constraints, meshing, running a

job, and post processing. These scripts can later be used by you as a reference when

writing your own scripts, and the code is easily reusable for your own projects. Aside

from demonstrating how to set up a model through a script, the later chapters also

demonstrate how to run optimization and parametric studies placing your scripts inside
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loops and varying parameters. You also get an in-depth look into extracting information

from output databases, and job monitoring.

The last part of the book deals with GUI Customization – modifying the Abaqus/CAE

interface for process automation and creating vertical applications. It is assumed that you

have no previous knowledge of GUI programming in general, and none at all with the

Abaqus GUI Toolkit. GUI Customization is a topic usually of interest only to large

companies looking to create vertical applications that perform repetitive tasks while

prompting the user for input and at the same time hiding unnecessary and complex

features of the Abaqus interface. Chances are most readers will not be interested in GUI

Customization but it has been included for the sake of completeness and because there is

no other learning resource available on this topic.
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PART 1 – GETTING STARTED

The chapters in Part 1 are introductory in nature. They help you understand how Python

scripting fits into the Abaqus workflow, and explain to you the benefits and limitations of

a script. You will learn the syntax of the Python programming language, which is a

prerequisite for writing Abaqus scripts. You will also learn how to run a script, both from

within Abaqus/CAE and from the command line. We’ll introduce you to replay files and

macros, and help you decide on a code editor.

It is strongly recommended that you read all of these chapters, and do so in the order

presented. This will enhance your understanding of the scripting process, and ensure you

are on the right track before moving on to the examples of Part 2.



1

A Taste of Scripting

1.1



Introduction



The aim of this chapter is to give you a feel for scripting in Abaqus. It will show you the

bigger picture and introduce you to idea of how a script can replace actions you would

otherwise perform in graphical user interface (GUI) Abaqus/CAE. It will also

demonstrate to you the ability of Python scripts to perform just about any task you can

perform manually in the GUI.



1.2



Using a script to define materials



When running simulations specific to your field of study you may find yourself reusing

the same set of materials on a regular basis. For instance, if you analyze and simulate

mostly products made by your own company, and these contain a number of steel

components, you will need to define the material steel and along with its properties using

the materials editor every time you begin a new simulation. One way to save yourself the

trouble of defining material properties every time is to write a script that will accomplish

this task. The Example 1.1 demonstrates this process.

Example 2.1 – Defining materials and properties

Let’s assume you often use Titanium, AISI 1005 Steel and Gold in your product. The

density, Young’s Modulus and Poisson’s Ratio of each of these materials is listed the

following tables.
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Properties of Titanium

Property



Metric



English



Density

ModulusofElasticity

Poisson’sRatio



4.50g/cc

116GPa

0.34



0.163lb/in3

16800ksi

0.34



Properties of AISI 1005 Steel

Property



Metric



English



Density

ModulusofElasticity

Poisson’sRatio



7.872g/cc

200GPa

0.29



0.2844lb/in3

29000ksi

0.29



Properties of Gold

Property



Metric



English



Density

ModulusofElasticity

Poisson’sRatio



19.32g/cc

77.2GPa

0.42



0.6980lb/in3

11200ksi

0.42



Let’s run through how you would usually define these materials in Abaqus CAE.

1. Startup Abaqus/CAE

2. If you aren’t already in a new file click File > New Model Database > With

Standard/Explicit Model

3. You see the model tree in the left pane with a default model called Model-1. There is

no ‘+’ sign next to the Materials item indicating that it is empty.
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ble click the Materials item

m. You see th

he Edit materrial dialog boox.

4. Doub



4 A Tastte of Scriptin

ng

5. Namee the materiall Titanium

6. Click

k General > Density.

D



7. Let’ss use SI units with MKS (m,

( kg, s). We

W write the ddensity of 4.550 g/cc as 4500

3

kg/m

m . Type this in

n as shown in

n the figure.



8. Then

n click Mecha

anical > Elastticity > Elasttic
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ne materials 5

9. Typee in the modu

ulus of elasticcity and Poissson’s ratio. Thhe Young’s m

modulus of 116

2

GPa needs to be written

w

as 116

6E9 Pa (or 116E9 N/m ) tto keep the uunits consistennt.

P

ratio of 0.34 rem

mains unchang

ged.

The Poisson’s



k OK. The material

m

is crreated and th

he model treee on the lefft indicates tthe

10. Click

preseence of 1 maaterial with th

he number 1 in parenthes is. Clicking tthe ‘+’ symbbol

next to it reveals the name off the materiaal Titanium, and double clicking it w

will

reopeen the Edit material

m

window.



11. Repeeat the process for the otheer 2 materialss, AISI 1005 Steel and Goold. Remembber

to keep the units consistent

c

with

h those used for

f Titanium

m.
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ng

12. When

n you’re done the model tree

t

should appear

a

as it ddoes in the figgure with thee 3

materrials displayeed.



That wasn

n’t too hard. You

Y defined 3 materials and

a you can nnow use thesee for the rest of

your analy

ysis. The problem is that you

y will need

d to define thhese materialss in this mannner

all over ag

gain wheneveer you open a new file in Abaqus

A

CAE to start a new

w study on yoour

products. This is a ted

dious processs, particularly

y if you havee a lot of maaterials and you

define a large

l

numberr of their prop

perties. Asidee from consuuming time thhere is also tthe

chance off typing in a number wro

ong and intro

oducing an eerror into yoour simulationns,

which willl later be very

y hard to spott.

One way to fix this sittuation is to add your matterials to the materials libbrary. Then you

port the materrials every tim

me you createed a new Abaaqus file. Anoother way to do

could imp

this would

d be in the fo

orm of a scrip

pt. You type out the scrippt once and pplace it in a ffile

with the extension

e

.py

y and every time

t

you need these mateerials you go to File > Ru

un

Script…

Let’s put a script togetther. Start by opening up a simple text editor. My peersonal favorrite

is Notepad++. It is freee and it has got a clean intterface. It alsoo displays linne numbers neext

ode (making it

i easier to spo

ot debugging errors) and ccan color codee your script bby

to your co

auto-deteccting Python from the file extension. On

n the other haand you may w

wish to use oone

of the Pytthon editors from

f

Python.o

org such as PythonWin.

P

T

The idea is to create a simpple

text file, and

a then save it with a .py extension.
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Open a neew document in Notepad. Type

T

in the fo

ollowing stateements:

mdb.models['Model1'].Material('Ti

itanium')

mdb.models['Model1'].materials['T

Titanium'].De

ensity(table= ((4500,),))

mdb.models['Model1'].materials['T

Titanium'].El

lastic(table= ((200E9,0.3),))



mdb.models['Model1'].Material('AI

ISI1005Stee

el')

mdb.models['Model1'].materials['A

AISI1005Ste

eel'].Density (table=((7872

2,),))

mdb.models['Model1'].materials['A

AISI1005Ste

eel'].Elastic (table=((200E

E9,0.29),))

)



mdb.models['Model1'].Material('Go

old')

mdb.models['Model1'].materials['G

Gold'].Densit

ty(table=((19 320,),))

mdb.models['Model1'].materials['G

Gold'].Elasti

ic(table=((77 .2E9,0.42),))



Save the file as ‘ch1ex

x1.py’. Now open a new file in Abaqqus CAE usinng File > New.

Click on File > Run Script... The script will run, probablly so fast yoou won’t notiice

a first. But iff you look clo

osely at the Materials

M

item

m in the moddel tree you w

will

anything at

see the nu

umber 3 in paarenthesis nex

xt to it indicaating there aree 3 defined m

materials. If you

click the ‘+’

‘ sign you will

w see our 3 materials.



In fact if you double click

c

on any of

o the materiaals, the Edit M

Material winndow will oppen

showing you

y that the density

d

and elaastic materiall behaviors haave been definned.

The scriptt file has perfformed all thee actions you usually

u

execuute manually in the GUI. It’s

created th

he 3 materiaals in turn an

nd defined th

heir densitiess, moduli off elasticity and

Poisson’s ratios. You could open a new Abaqu

us/CAE modeel and repeatt the process of

he script and it

i would take about a secon

nd to create aall 3 materialss again.

running th
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If by chance you tried to decipher the script you just typed you may be a little lost. You

see the words ‘density’ and ‘elastic’ as well as the names of materials buried within the

code, so you can get a general idea of what the script is doing. But the rest of the syntax

isn’t too clear just yet. Don’t worry, we’ll get into the details in subsequent chapters.



1.3



To script or not to script..



Is writing a script better than simply storing the materials in the materials library? Well

for one, it allows you to view all the materials and their properties in a text file rather

than browsing through the materials in the GUI and opening multiple windows to view

each property. Secondly you can make two or three script files, one for each type of

simulation your routinely perform, and importing all the required materials will be as

easy as File > Run Script. On the other hand if you store the materials in a material

library you will need to search through it and pick out the materials you wish to use for

that simulation each time.

At the end of the day it is a judgment call, and for an application as simple as this either

method works just fine. But the purpose of this Example 1.1 was to demonstrate the

power of scripting, and give you a feel for what is possible. Once you’ve read through the

rest of the book and are good at scripting, you can make your own decision about

whether a simulation should be performed with the help of a script or not.



1.4



Running a complete analysis through a script



You’ve seen how a script can accomplish a simple task such as defining material

properties. A script however is not limited to performing single actions, you can in fact

run your entire analysis using a script without having to open up Abaqus/CAE and see

the GUI at all. This means you have the ability to create parts, apply material properties,

assign sections, apply loads and constraints, define sets and surfaces, define interactions

and constraints, mesh and run the simulations, and also process the results, all through a

script. In the next example you will write a script that can do all of these things.

Example 2.2 – Loaded cantilever beam

Just as in the previous example, we will once again begin with demonstrating the process

in Abaqus/CAE and then perform the same tasks with a script. We’re going to create a

simple cantilever beam 5 meters long with a square cross section of side 0.2 m made of

AISI 1005 Steel. Being a cantilever this beam will be clamped at one end. That means

that it can neither translate along the X, Y or Z axes, nor can it rotate about them at that
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fixed end

d. This is also

o known as an

a encastre condition.

c

A ppressure loadd of 10 Pa w

will

cause the beam to ben

nd downward

ds with the maximum

m

defl

flection experrienced the frree

end.

Field output data providdes

Field outtput and histtory output data will bee collected. F

informatio

on on the staate of the oveerall system during

d

the loaad step, suchh as the stressses

and strain

ns. Instead of using the defaults,

d

we will instruct Abaqus to ttrack the streess

componen

nts and invariiants, total strrain componeents, plastic sttrain magnituude, translatioons

and rotations, reaction

n forces and

d moments, and concentrrated forces and momennts.

utput data pro

ovides inform

mation on the state of a sm

maller section such as a noode

History ou

at frequen

nt intervals. For

F this we will allow Abaqus

A

to tracck the defauult variables ffor

history ou

utput.

We will mesh the beeam using an 8-node lin

near brick, reeduced integgration elemeent

W will createe a job, submiit it, and inspeect the resultss.

(C3D8R) with a mesh size of 0.2. We

ng these taskss in the GUI mode

m

using A

Abaqus CAE.

Let’s startt by performin

1. Startu

up Abaqus/CA

AE

2. If you

u aren’t already in a new file

f click File > New

3. In thee Model Dataabase panel rig

ght click Mod

del-1 and chooose Renamee….



4. Typee in Cantileveer Beam. Mo

odel-1 will chaange to Canttilever Beam in the tree.
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5. Doub

ble click on th

he Parts item

m. The Createe Part dialogg is displayed.. Name the paart

Beam

m. In the Modeling

M

Sp

pace section

n, choose 3D

D. For the Type chooose

Deformable. For Base Feature choose So

olid as the sshape and Exxtrusion as tthe

C

type. Set the Apprroximate Size to 5. Press Continue..



ow. Select thhe rectangle tool from tthe

6. You find yoursellf in the Skeetcher windo

bar. For the fiirst point clicck on (0.1, 0..1). For the ssecond point click on (0.3, toolb

0.1). A rectangle is

i drawn with these two po

oints as the veertices.
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k the red X bu

utton at the bottom

b

of thee window inddicating End procedure annd

7. Click

then click Done.

E

win

ndow set Dep

pth to 5.

8. In thee Edit Base Extrusion



9. Click

k OK. You will

w see a 3D rendering

r

of the part Beam

m you just m

made. The Parrts

item in the model tree now has a sub-item caalled Beam.
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10. Now would be a good time to save you

ur file. Choosse File > Saave. Select tthe

ve your files in and naame this filee ‘cantilever__beam.cae’ ((or

directory you sav

u prefer)

someething more crreative if you



11. Doub

ble click the Materials iteem in the mo

odel tree. Nam

ame it AISI 11005 Steel. S

Set

3

Geneeral > Densiity to 7872 kg/m

k

. Set Mechanical

M

> Elasticity > Elastic too a

Youn

ng’s Moduluss of 200E9 N//m2 and a Poissson’s Ratio oof 0.29.
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12. Click

k OK. The maaterial is addeed to the mod

del tree.

13. Doub

ble click on th

he Sections ittem. The Creeate Section window is diisplayed. Nam

me

it Beam Section. Set the Cateegory to Solid and the Tyype to Homoogeneous if thhis

isn’t already the default.



k Continue. The

T Edit Secttion window is displayed with the Nam

me set to Beaam

14. Click

Sectiion and Typee set to Solid, Homogeneo

ous. Under thee Material drrop down mennu

choosse AISI 1005

5 Steel which is the materiaal you createdd a moment aago.
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15. Click

k OK. You will

w notice thaat the Section

ns item in thee model tree nnow has a suubitem called Beam Section.

a

this secction to the part

p Beam. Exxpand the Paarts (1) item bby

16. Next we need to assign

mbol next to it to reveal thee Beam item.. Expand thatt too to reveal a

clickiing the + sym

numb

ber of sub-item

ms such as Feeatures, Sets, Surfaces annd so on.



17. Doub

ble click the sub-item Secction Assignm

ments. You w

will see the hint Select the

regio

ons to be asssigned a secttion below th

he viewport. H

mouse over tthe

Hover your m

beam

m in the viewp

port and when

n all its edges light up clickk to select it.
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18. Click

k Done. You

u see the Ediit Section Assignment

A

w

window. Set the Section to

Beam

m Section wh

hich is the secttion you created in steps 1 3-15.



19. Click

k OK. The Section

S

Assiignments item now has 1 sub-item Beam Sectioon

(Solid

d, Homogen

neous). The part

p in the viewport channges color (too green on m

my

system) indicating

g it has been assigned

a

a secction.

20. Let’ss import the part

p into an assembly.

a

Click the + sym

mbol next too the Assemb

bly

item in the model tree and dou

uble-click the Instances suub-item. You see the Creaate
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Insta

ance window.. For Parts, Beam

B

is the only

o

option avvailable and iit is selected bby

defau

ult. For the In

nstance Type choose Depeendent (mesh

h on part).



21. Click

k OK. The In

nstances sub--item of the Assembly

A

item

m now has a sub-item of its

…. Change tthe

own called Beam

m-1. You can right-click on it and chooose Rename…

namee to Beam Insstance.

22. Next we create a step in which

h to apply the load. Noticce that the Steps item in tthe

dy has the In

nitial step. Double-click th

the Steps item

m. The Creaate

modeel tree alread

Step window is displayed.

d

Nam

me the step Apply

A

Load.. For Insert n

new step aftter

o

option iss Initial and it is selected

d by default. Set the Proccedure type to

the only

Geneeral from thee drop down

n menu. In the list scrolll down till yyou see Stattic,

Geneeral and selecct it.



1.4

4 Running a complete an

nalysis througgh a script 17



23. Click

k Continue…

…. You see thee Edit Step window.

w

For tthe descriptioon type in Loaad

is app

plied during this step. Leeave everythin

ng else set to the defaults.

24. Click

k OK. You’ll notice that th

he Steps item

m in the Modeel Database nnow has 2 stepps,

Initia

al and Apply Load.

25. Let’ss now create the field outp

put requests. Right click tthe Field Ou

utput Requessts

item in the modell tree and cho

oose Manageer. You see tthe Field Ou

utput Requessts

w with an outtput request F-Output-1

F

created in thhe Apply Loaad

Manager window

step.
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Click

k the Edit button. You nottice a number of output vvariables seleccted by defauult.

On to

op of the list of available output

o

variab

bles you see a comma sepaarated listing of

the ones selected which by deffault reads CD

DISP, CF, C

CSTRESS, L

LE, PE, PEEQ

Q,

PEM

MAG, RF, S, U,.

U

26. From

m the Strainss remove PE

E, Plastic sttrain compoonents, PEEQ

Q, Equivaleent

plasttic strain an

nd LE, Loga

arithmic stra

ain componeents. Add E

E, Total straain

comp

ponents. Rem

move Conta

act entirely. The variablles you are left with aare

displaayed above as S,E,PEMA

AG,U,RF,CF



27. Click

k OK. Then click Dismisss… to closee the Field O

Output Req

quest Managger

window. In the model

m

tree riight click thee F-Output-11 sub-item off Field Outp

put

Requ

uests and renaame it Selecteed Field Outputs.

28. Let’ss move on to history outpu

ut requests. Right

R

click H

History Outpu

ut Requests in

the model

m

tree and

a

choose Manager.

M

You

Y

see the History Outtput Requessts

Manager window

w. It is very

y similar to the Field O

Output Requ

uests Managger

window.
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29. If you

u click Edit you

y can see th

he variables selected

s

by ddefault. We’ree going to leaave

the default

d

variablles selected so

s Cancel ou

ut of the Editt History Ou

utput Requessts

window. In the model

m

tree righ

ht click the H-Output-1

H

ssub-item of H

History Outp

put

Requ

uests and renaame it Defaullt History Ou

utputs.

30. It’s tiime to apply loads to the beam.

b

In the model tree ddouble click thhe Loads item

m.

You see the Create Load wind

dow. Name th

he load Unifoorm Applied

d Pressure. F

For

pply Load. Under

U

Categ

gory choose Mechanical. And from tthe

the step select Ap

hoose Pressurre.

Typees for Selecteed Step list ch



20 A Ta

aste of Scriptiing

31. Click

k Continue…

…. The viewport displays a hint at the bottom Selecct surfaces ffor

the lo

oad. Hover your

y

mouse over

o

the top surface

s

of the beam till its edges light uup.

Click

k to select.



32. Click

k Done. You see the Ediit Load wind

dow. For Disstribution chhoose Uniforrm

from the drop do

own list. For Magnitude enter a valuee of 10 Pa (jjust type in 10

witho

out units).



33. Click

k OK. The viewport

v

updates to show

w the pressuree being appllied on the ttop

surface with the arrrows represeenting the direection. Also tthe Loads item

m in the Moddel

base tree now

w has a sub-iteem called Uniiform Applieed Pressure.

Datab
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34. The next

n step is to

o apply the bo

oundary cond

ditions or connstraints. Doubble click on tthe

BCs item in the Model

M

Datab

base tree. You see the Crreate Bound

dary Conditioon

o

end. Ch

hange Step tto Initial. Unnder Categoory

window. Name itt Encastre one

choosse Mechanical. From the available options for Typees for Selecteed Step chooose

Symm

metry/Antisy

ymmetry/Encastre.



35. Click

k Continue…

…. The viewpo

ort displays a hint at the boottom Select rregions for the

boun

ndary conditiion. Hover your

y

mouse ov

ver the surfacce at one end of the beam ttill

its ed

dges light up. Click to selecct it.
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36. Click

k Done. You see the Edit Boundary Condition

C

winndow. Choose ENCASTR

RE

(U1 = U2 = U3 = UR1 = UR2 = UR3 =0). This

T will clam

mp the beam aat this end.



37. The viewport

v

willl update to sh

how the end of

o the beam beeing clampedd. Also the BC

Cs

item now has a sub

b-item called Encastre on

ne end.



1.4

4 Running a complete an

nalysis througgh a script 23



38. If you

u haven’t beeen saving you

ur work all allong now woould be a goood time to do it.

We’rre going to meesh the part an

nd then run th

he simulationn.

39. In thee model tree expand

e

the Pa

arts item agaain, and then tthe Beam subb-item. You ssee

the Mesh

M

(Empty

y) sub-item at

a the bottom

m. Double-clicck it. You arre now in meesh

modee and you notice the toolb

bar next to th

he viewport cchanges to provide you wiith

mesh

h tools.

40. Using

g the menu bar

b go to Meesh > Elemen

nt Type. Thee Element T

Type window is

displaayed. For Element Libra

ary choose Standard,

S

forr Geometric Order chooose

Linea

ar, and for Family choosee 3D Stress from

f

the list. Leave everytthing else at tthe

defau

ults. You willl notice the deescription C3

3D8R: An 8-n

node linear b

brick, reduced

integ

gration, hourrglass controll near the bottom of the wiindow.
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41. Click

k OK.

42. Then

n use the men

nu bar to nav

vigate to Seed

d > Part. Thhe Global Seeeds window is

displaayed. Changee the Approx

ximate globa

al size to 0.22, which is thhe width of oour

beam

m. Set the Max

ximum devia

ation factor to

t 0.1.



43. The beam

b

in the viewport updaates to show where

w

the noddes have beenn applied.
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44. Then

n from the meenu bar go to Mesh > Part. You see thhe question O

OK to mesh the

part?

? at the bottom of the view

wport window

w. Click on Y

Yes. The part is meshed. T

The

Mesh

h item in the model

m

tree no

o longer has th

he words (Em

mpty) next to it.



45. Now it is time to create

c

the anaalysis job.

he way at the bottom of thee model tree you

y see Anallysis with the sub-item Job

bs.

46. All th

Doub

ble-click on

n it. The Create Job

b window is displayyed. Name it

CanttileverBeamJ

Job. Notice th

hat there are no

n spaces in tthe name. Puutting a space in

the jo

ob name can cause probleems because Abaqus

A

uses the job namee as part of tthe

namee of some of the

t output filees such as the output databbase (.odb) file. Source is sset

to Model and the only

o

model you

y can select from the list is Cantilever Beam.
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k Continue…

…. You see th

he Edit Job window.

w

In thhe Descriptioon textbox tyype

47. Click

in Jo

ob simulates a loaded ca

antilever bea

am. Set the JJob Type to Full Analyssis.

Leave the other seettings to defaault. Notice th

hat in the Meemory tab theere is an option

for Memory

M

allo

ocation unitss. On my sy

ystem the opttion selected is Percent of

physical memory

y, and for the Maximum preprocessor

p

r and analyssis memory m

my

t 50%. You

u might wish to play w

with these nuumbers if yoour

system defaults to

puter has insu

ufficient resou

urces.

comp
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48. Noticce that the Jobs item in thee model tree now

n has Can

ntileverBeam

mJob listed (you

migh

ht have to hit the

t ‘+’ symbo

ol to see it). Right-click

R

onn it and choose Submit.

49. The job

j starts run

nning. You seee the words (Submitted)) appear nextt to its name in

paren

ntheses, then a few second

ds later you seee (Running)) and when thhe simulationn is

comp

plete you see (Completed)).

50. Rightt click on Ca

antileverBeam

mJob (Comp

pleted) and cchoose Resultts. You see tthe

undefformed shapee.



51. Click

k the Plot Defformed Shap

pe button in th

he toolbar to tthe left of thee viewport. You

will see

s your defo

ormed beam. Of course th

he deformatioon has been exaggerated bby

Abaq

qus. You can change that if

i you wish by

y going to Op

ptions > Com

mmon… if you

wish..
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You have created and run a complete simulation in Abaqus/CAE. It was a very basic

setup, but it covered all the essentials from creating a part and assigning sections and

material properties to applying loads and constraints and meshing. Now we’re going to

watch a script perform all the same actions that we just did.

Open up a text editor such as Notepad++ and type in the following script.

#********************************************************************************

#CantileverBeambendingundertheactionofauniformpressureload



#********************************************************************************



fromabaqusimport*

fromabaqusConstantsimport*

importregionToolset



session.viewports['Viewport:1'].setValues(displayedObject=None)



#

#Createthemodel

mdb.models.changeKey(fromName='Model1',toName='CantileverBeam')

beamModel=mdb.models['CantileverBeam']



#

#Createthepart



importsketch

importpart



#a)Sketchthebeamcrosssectionusingrectangletool

beamProfileSketch=beamModel.ConstrainedSketch(name='BeamCSProfile',

sheetSize=5)

beamProfileSketch.rectangle(point1=(0.1,0.1),point2=(0.3,0.1))



#b)Createa3Ddeformablepartnamed"Beam"byextrudingthesketch

beamPart=beamModel.Part(name='Beam',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

beamPart.BaseSolidExtrude(sketch=beamProfileSketch,depth=5)



#

#Creatematerial



importmaterial



#CreatematerialAISI1005Steelbyassigningmassdensity,youngs

#modulusandpoissonsratio

beamMaterial=beamModel.Material(name='AISI1005Steel')

beamMaterial.Density(table=((7872,),))

beamMaterial.Elastic(table=((200E9,0.29),))
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#

#Createsolidsectionandassignthebeamtoit



importsection



#Createasectiontoassigntothebeam

beamSection=beamModel.HomogeneousSolidSection(name='BeamSection',

material='AISI1005Steel')



#Assignthebeamtothissection

beam_region=(beamPart.cells,)

beamPart.SectionAssignment(region=beam_region,sectionName='BeamSection')



#

#Createtheassembly





(Statementsremovedfrompreview)





#

#Createthestep





(Statementsremovedfrompreview)





#

#Createthefieldoutputrequest







(Statementsremovedfrompreview)







#

#Createthehistoryoutputrequest







(Statementsremovedfrompreview)







#

#Applypressureloadtotopsurface







(Statementsremovedfrompreview)
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#

#Applyencastre(fixed)boundaryconditiontooneendtomakeitcantilever







(Statementsremovedfrompreview)







#

#Createthemesh







(Statementsremovedfrompreview)







#

#Createandrunthejob







(Statementsremovedfrompreview)





#

#Postprocessing



importvisualization



beam_viewport=session.Viewport(name='BeamResultsViewport')

beam_Odb_Path='CantileverBeamJob.odb'

an_odb_object=session.openOdb(name=beam_Odb_Path)

beam_viewport.setValues(displayedObject=an_odb_object)





Typing out the above code might be a real pain and you’ll likely mistype a few variable

names or make other syntax errors creating a lot of bugs. It might be a better idea just to

use the source code provided with the book – cantilever_beam.py.

Open a new Abaqus model. Then go to File > Run Script. The script will recreate

everything you did manually in Abaqus/CAE. It will also create and submit the job so

you will probably notice the analysis running for a few seconds after you run the script.

You can then right click on the ‘CantileverBeamJob’ item in the model tree and choose
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Results to see the output. It will be identical to what you got when performing the

simulation in the GUI.



1.5



Conclusion



In the example we did not use the script to accomplish anything that could not be done in

Abaqus/CAE. In fact we first performed the procedure in Abaqus/CAE before writing our

script. But I wanted to drive home an important point: You can do just about anything in

a script that you can do in the GUI. Once you’re able to script a basic simulation, you’ll

be able to move on to more complex tasks that would really only be feasible with a script

such as making automated decisions when creating the simulation or performing

repetitive actions within the study.

As for the script from this example, we’re going to take a closer at it in Chapter 4. Before

we can do this you’re going to have to learn a little Python syntax in Chapter 3. But first

let’s take a look at the different ways of running a script in Chapter 2.



2

Running a Script

2.1



Introduction



This chapter will help you understand how Python scripting fits into Abaqus, and also

point out some of the different ways a script can be run. While you may choose to use

only one of the methods available, it is handy to know your options.



2.2



How Python fits in



A few years ago Abaqus existed purely as a finite element solver. It had no preprocessor

or postprocessor. You created text based input files (.inp), submitted them to the solver

using the command line, and got text based output files. Today it has a preprocessor

which generates the input file for you – Abaqus/CAE (CAE stands for Complete Abaqus

Environment), and a postprocessor that helps you visualize the results from the output

database – Abaqus/Viewer. When you use Abaqus/CAE, the actions you perform in the

GUI (graphical user interface) generate commands in Python, and these Python

commands are interpreted by the Python Interpreter and sent to the Abaqus/CAE kernel

which executes them. For example when you create a new material in Abaqus/CAE, you

type in a material name and specify a number of material behaviors in the ‘Edit Material’

dialog box using the available menus and options. When you click OK after this,

Abaqus/CAE generates a command or a number of commands based on what you have

entered and sends it to the kernel. They may look something like:

beamMaterial=beamModel.Material(name='AISI1005Steel')

beamMaterial.Density(table=((7872,),))

beamMaterial.Elastic(table=((200E9,0.29),))



In short, the Abaqus/CAE GUI is the easy-to-use interface between you, the user, and the

kernel, and the GUI and kernel communicate using Python commands.
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Abaqus/CAE

GUI



Python

commands



Python

Interpreter



Abaqus/CAE

Kernel



The Abaqus Scripting Interface is an alternative to using the Abaqus/CAE GUI. It allows

you to write a Python script in a .py file and submit that to the Abaqus/CAE Kernel.



Abaqus Scripting Interface

(Python Script)



Python

commands



Python

Interpreter



Abaqus/CAE

Kernel



A third option is to type scripts into the kernel command line interface (CLI) at the

bottom of the Abaqus/CAE window.



Abaqus CLI

(Command Line Interface)



Python

commands



Python

Interpreter



Abaqus/CAE

Kernel



The Abaqus/CAE kernel understands the model and creates an input file that can be

submitted to the solver. The solver accepts this input file, runs the simulation, and writes

its output to an output database (.odb) file.



Abaqus/CAE

Kernel



2.3



Input File



Abaqus Solver

(Standard/Explicit/CFD)



Output Database

(.odb)



Running a script within Abaqus/CAE



You have the option of running a script from within Abaqus/CAE using the File > Run

Script… menu option. You can do this if your script irrespective of whether your script

only performs a single task or runs the entire simulation.
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2.3.1 Running a script in GUI to execute a single or multiple tasks

If you have a script that performs a single independent task or multiple tasks assuming

some amount of model setup has already been completed or will be performed later, you

need to run that script in Abaqus/CAE. For instance, in Example 1.1 of Chapter 1, we

wrote a script which only creates materials. On its own this script cannot run a

simulation, it does not create a part, assembly, steps, loads and boundary conditions and

so on. However it can be run within Abaqus/CAE to accomplish a specific task. When we

ran the script using File > Run Script… you noticed the model tree get populated with

new materials. You could then continue working on the model after that.

Such scripts will not run as standalone from the command line, or at least they won’t

accomplish anything.

2.3.2 Running a script in GUI to execute an entire simulation

If you have a script that can run the entire simulation, from creating the part and materials

to applying loads and constraints to meshing and running the job, one way to run it is

through the GUI using File > Run… This was demonstrated in Example 1.2 of Chapter 1.

However such a script can also be run directly from the command line.



2.4



Running a script from the command line



In order to run a script from the command line, the Abaqus executable must be in your

system path.

Path

The path is a list of directories which the command interpreter searches for an executable

file that matches the command you have given it. It is one of the environment variables

on a Windows machine.

The directory you need to add to your path is the “Commands” directory of your Abaqus

installation. By default Abaqus Student Edition v6.10 installs itself to directory

“C:\SIMULIA\Abaqus”. It likely did the same on your computer unless you chose to

install it to a different location during the installation procedure. One of the subdirectories of “C:\SIMULIA\Abaqus” is “Commands”, so its location is

“C:\SIMULIA\Abaqus\Commands”. This location needs to be added to the system path.
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Check if Abaqus is already in the path

The first thing to do is to check if this location has already been added to your path as

part of the installation. You can do this by opening a command prompt. To access the

command prompt in Windows Vista or Windows 7, click the Start button at the lower left

corner of your screen, and in the ‘Start search’ bar that appears right above it type ‘cmd’

(without the quotes) and hit enter. In Windows XP you click the Start button, click ‘Run’,

and type in ‘cmd’ and click OK. You will see your blinking cursor. Type the word ‘path’

(without the quotes). You wil`l see a list of directories separated by semicolons that are in

the system path. If Abaqus has been add to the path, you will see

“C:\SIMULIA\Abaqus\Commands” (or wherever your Commands folder is) listed among

the directories. If not, you need to add it manually to the path.

Add Abaqus to the Path

Adding a directory to the path differs slightly for each version of Windows. There are

many resources on the internet that instruct you on how to add a variable to the path and a

quick Google search will reveal these. As an example, this is how you add Abaqus to the

path in Windows Vista and Windows 7.

1. Right click My Computer and choose Properties

2. Click Advanced System Settings in the menu on the left.

3. In the System Properties window that opens, go to the Advanced tab. At the

bottom of the window you see a button labeled Environment Variables... Click

it.

4. The environment variables window opens. In the System variables list, scroll

down till you see the Path variable. Click it, then click the Edit button. You see

the Edit System Variable window.

5. The variable name shall be left at its default of Path. The variable value needs to

be modified. It contains a number of directories, each separated by a semi colon.

It

may

look

something

like

C:\Windows\System32\;C:\Windows\;C:\Windows\System32\Wbem. At the

end

of

it,

add

another

semi

colon,

and

then

type

in

C:\SIMULIA\Abaqus\Commands. So it should now look something like

C:\Windows\System32\;C:\Windows\;C:\Windows\System32\Wbem;C:\SIM

ULIA\Abaqus\Commands. Click OK to close the window, and click OK to

close the Environment Variables window.
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6. Now if you go back to the command prompt and type path, you see the path has

been updated to include Abaqus

Running the script from the command line

Now that Abaqus is in the system path, you can run your scripts from the command line.

First you navigate to the folder containing your script files using DOS commands such as

cd (change directory) command. For example, when you start the command prompt, if

your cursor looks something like C:\Users\Gautam>, and your script is located in the

folder C:\Users\Gautam \Desktop\Abaqus Book, then type in

cdC:\Users\Gautam\Desktop\AbaqusBook



and press Enter. Your cursor will now change to C:\Users\Gautam\Desktop\Abaqus

Book>

You are now in a position to run the script with or without the Abaqus/CAE GUI being

displayed.

2.4.1 Run the script from the command line without the GUI

Type the command to run the script without the Abaqus/CAE GUI. The exact command

varies depending on the version of Abaqus.

In the commercial version of Abaqus you would type

abaquscaenoGUI="cantilever_beam.py"



In the student edition (SE) version 6.9-2 you would type

abq692secaenoGUI="cantilever_beam.py"



In the student edition (SE) version 6.10-2 you would type

abq6102secaenoGUI="cantilever_beam.py"



Notice the difference in the first word of all these statements. If you are not using either

of these versions the command you use will be different as well. To figure out exactly

what it is, go to the ‘Commands’ folder in the installation directory and look for a file

with the extension ‘.bat’. In the commercial version of Abaqus this file is called

‘abaqus.bat’, hence in the commercial version you use the command ‘abaqus cae



2.4 Runniing a script fr

from the com

mmand line 37

noGUI="ccantilever_beeam.py". In Abaqus 6.10

0-2 student edition, the file is callled

‘abq6102sse.bat’

which

w

is

why

th

he

comm

mand

‘abqq6102se

ccae

noGUI="ccantilever_beeam.py" has been

b

used. Deepending on thhe name of yoour file, channge

the first word

w

in the staatement.



When

n you run you

ur scripts in th

his manner, you

y will not ssee the GUI aat all. While tthe

scriptt is running, you

y will noticce that the cu

ursor is busy and you cannnot type in any

other commands at

a the promptt. This is beccause we havve used the bbuilt in method

waitF

ForCompletion

n() in the scriipt which prev

vents the useer from execuuting other DO

OS

comm

mands while the

t simulatio

on is running

g. We will taake a look att this statemeent

again a little later, just be awarre that if we did not incluude the waitFoorCompletionn()

mand in the script, the pro

ompt would continue

c

to reemain active even while tthe

comm

simulation is being

g run. And iff you find you

urself runningg batch files, or linking yoour

simulations with optimization

n software such as ISiight or ModdelCenter, thhis

wledge will com

me in handy.

know

2.4.2 Run

R the script from the co

ommand linee with the GU

UI

If on the other han

nd you wish to

t have the GUI

G displayedd replace the word ‘noGU

UI’

with ‘script’.

‘

So in

n student editiion version 6.10-2 you wouuld type

abq6102secaescript="

"cantilever_b

beam.py"
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When

n you run you

ur scripts in th

his manner, Abaqus/CAE

A

w

will open up aand the scriptt is

run within

w

it. In ad

ddition the cu

ursor will rem

main busy (as seen in the fi

figure), and w

will

only be

b released on

nce you closee that instancee of Abaqus/C

CAE.



2.5



Ru

unning a scrript from the command

d line interfaace (CLI)



The kernel command line interfacce is the areea below the viewport inn Abaqus/CA

AE.

a the messaage area is currrently display

yed here. If yyou click the bbox with ‘>>

>>’

Chances are

on it you will

w be able to type in com

mmands. We will

w use this too test a few ddifferent Python

command

ds in the nextt chapter. Forr now I wish to make youu aware that iit is possible to

run a scrip

pt from here using

u

the execcfile() commaand.

Type in

Execfile(‘cantilever_b

beam.py’)



The file you’ve

y

passed

d as an argum

ment to execcfile() needs tto be presentt in the curreent

work directory for Abaaqus, otherwisse you need to spell out th e full path suuch as:

Execfile(‘C:\Users\Gau

utam\Desktop\

\Book\cantile

ever_beam.py’ )



By defaullt the work directory

d

is C:\Temp

C

altho

ough you cann change it ussing File > S

Set

Work Dirrectory..

If the filee is not in th

he current wo

ork directory

y and you didd not specifyy the full patth,

Abaqus will

w not find th

he script and will

w display an

a IOError.

IOError:(2,‘Nosuchfileordire

ectory’,‘can

ntilever_beam .py’)
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If the file is present in the work direectory, or you

u specify the full path, the script executtes

successfully.



2.6



Co

onclusion



This chap

pter has presented to you some

s

of the various

v

ways in which scriipts can be ruun.

You may choose the ap

ppropriate meethod based on

o the task at hand, or feel free to go wiith

p

personal preference.
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3.1



Introduction



In the cantilever beam example of Chapter 1, we began by creating the entire model in

Abaqus/CAE. We then opened up a new file and ran a script which accomplished the

exact same task. How exactly did the script work and what did all those code statements

mean? Before we can start to analyze this, it is necessary to learn some basic Python

syntax. If you have any programming experience at all, this chapter should be a breeze.



3.2



Statements



Python is written in the form of code statements as are other languages. However you do

not need to put a semi-colon at the end of each statement. What the Python interpreter

looks for are carriage returns (that’s when you press the ENTER key on the keyboard).

As long as you hit ENTER after each statement so that the next one is on a new line, the

Python interpreter can tell where one statement ends and the other begins.

In addition statements within a code block need to be indented, such as statements inside

a FOR loop. In languages such as C++ you use curly braces to signal the beginning and

end of blocks of code whereas in Python you indent the code. Python is very serious

about this, if you don’t indent code which is nested inside of something else (such as

statements in a function definition or a loop) you will receive a lot of error messages.

Within a statement you can decide how much whitespace you wish to leave. So a=b+c

can be written as a = b + c (notice the spaces between each character)



3.3



Variables and assignment statements



In some programming languages such as C++ and Java, variables are strongly typed. This

means that you don’t just name a variable; you also declare a type for the variable. So for
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ariables and assignment sstatements 41

example if

i you were to

t create an in

nteger variable ‘x’ in C++

+ and assign it a value off 5,

your codee would look something lik

ke the followiing:

intx;

x=5;



However Python is not strongly typ

ped. This meaans you don’tt state what ttype of data tthe

variable holds,

h

you sim

mply give it a name. It cou

uld be an inteeger, a float or a String, bbut

you wouldn’t tell Pyth

hon, it would figure it out on its own. So if you weere to create an

integer vaariable x in Py

ython and assign it a value of 5 you wouuld simply wrrite:

x=5



In additio

on Python doeesn’t mind if you try to do

o things like m

multiplying a whole numbber

with a flo

oat. Some lan

nguages objecct to this typee of mixing aand require aan explicit caast.

Python is also able to recognize

r

Strring variables, and concateenates them iff you add them

m.

So a statement like

greeting=‘h’+‘ello

o’



stores the value ‘hello’ in the variab

ble ‘greeting’..

u

som

me of these c oncepts.

Let’s worrk through an example to understand

Example 4.1 - Variab

bles

Open up Abaqus

A

CAE

E. In the loweer half of the window beloow the viewpport you see tthe

message area. If you look to the left of the message

m

area you see twoo tabs, one ffor

“Messagee area” and the other for “K

Kernal Comm

mand Line Inteerface”.



Click the second one. You

Y see the kernel

k

commaand prompt whhich is a “>>>

>” symbol.

f

linees, hitting thee ENTER key

y on your keybboard after eaach.

Type the following
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>>>length=10

>>>width=4

>>>area=length*wi

idth

>>>printarea



The numb

ber 40 is disp

played. Since we set length

h to 10 and w

width to 4, thee area being tthe

product of

o the two iss 40. The prrint statemen

nt displays thhe value storred in the arrea

variable. The

T following

g image displlays what you

u should see oon your own sscreen.



So you seee the Python

n interpreter realized that the variabless ‘length’ annd ‘width’ stoore

integers without

w

you needing to speecify what typ

pe of variablees they are. Inn addition whhen

assigning their productt to the variab

ble ‘area’, it decided for iitself that ‘areea’ was also an

integer.

ou had combiined integers and floats? Add

A on the folllowing statem

ments:

What if yo

>>>depth=3.5

>>>volume=length*width*heig

ght

>>>printvolume



The outpu

ut is 140.0 . Note the “.0

0” at the end. Since your height variabble was a flooat

(number with

w decimal point in laym

man terms), the

t volume vvariable is alsso a float, evven

though tw

wo of its factors ‘length’ an

nd ‘width’ aree integers.
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Let’s expeeriment with Strings. Add the following

g lines

>>>first_

_name=“Gaut

tam”

>>>last_name=“Puri”

”

>>>name=first_name+last_name



The outpu

ut is “Gautam

mPuri”. Noticce that we did not tell Pyython that ‘ffirst_name’ annd

‘last_nam

me’ are String variables, it figured it ou

ut on its own.. Also when w

we added theem

together, Python

P

concaatenated them

m together.



As you caan tell from th

his example, not having to

o define variaable types maakes it a lot leess

painful to

o type code in

n Python than

n in a language such as C

C++. This alsoo saves a lot of

heartache when dealin

ng with instan

nces of classees so that youu don’t have to define eaach

a being an object

o

of a class.

c

If you don’t know what classes, instances annd

variable as

objects arre, you will fiind out in thee section on “Classes”

“

a feew pages dow

wn the line. B

But

first let’s talk about listts and diction

naries.



3.4



Lissts



Arrays arre a common collection data type in ju

ust about eveery high leveel programminng

language so I expect you’ve

y

dealt with

w them beefore and knoow why they’re useful. You

quired to use them

t

to write Abaqus scrip

pts, but chancces are you wiill want to stoore

aren’t req

informatio

on in similarr collections in your scriipts. Let’s exxplore a colllection type in

Python kn

nown as a Lisst.

In a list yo

ou store multtiple elementss or data valuees and can reffer to them w

with the name of

the list vaariable follow

wed by an ind

dex in square brackets []. T

The lowest inndex is 0. Noote

that you can

c store all kinds

k

of data types, such as

a integers, flooats, Strings, all in the sam

me

list. This is different from

fr

languagees such as C, C++ and Javva where all array membeers

b

functiions, some off which are:

must be of the same daata type. Listss have many built-in

x

x



leen() – returns the number of

o elements in

n the list

ap

ppend(x) – ad

dds x to the en

nd of the list making

m

it the last element
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x

x



remove(y) – removes the first occurrence of y in the list

pop(i) – removes the element at index [i] in the list, also returns it as the return

value



Let’s work through an example.

Example 4.2 - Lists

In the ‘Kernel Command Line Interface’ tab of the lower panel of the window, type in the

following statements hitting ENTER after each.

>>>random_stuff=['car',24,'bird',78.5,44,'golf']

>>>printrandom_stuff[0]

>>>printrandom_stuff[1]

>>>printrandom_stuff

>>>printlen(random_stuff)



>>>random_stuff.insert(2,‘computer’)

>>>printlen(random_stuff)

>>>printrandom_stuff

>>>random_stuff.append(29)

>>>printlen(random_stuff)

>>>printrandom_stuff

>>>random_stuff.remove(24)

>>>printrandom_stuff



>>>removed_var=random_stuff.pop(2)

>>>printremoved_var

>>>printrandom_stuff



Your output will be as displayed the following figure. Note that the lowest index is 0, not

1, which is why random_stuff[0] refers to the first element ‘car’. The len() function

returns the number of elements in the list. The append() function adds on whatever is

passed to it as an argument to the end of the list. The remove() function removes the

element that matches the argument you pass it. And the pop() function removes the

element at the index position you pass it as an argument.
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3.5



Dicctionaries



Dictionariies are a colllection type, just

j

as lists are,

a but with a slightly diffferent feel and

syntax. You

Y do not reaally need to crreate your ow

wn dictionariees in order to write scripts in

Abaqus, you

y can accom

mplish most tasks

t

with a list,

l but you nnever know w

when you migght

prefer to use

u a dictionaary. More im

mportantly tho

ough, Abaquss stores a num

mber of its ow

wn

constructss in the form

m of dictionariies, and you will be accesssing these reegularly, hennce

knowing what

w dictionaaries are will give

g you a beetter understannding of scrippting.

Dictionariies are sets off key:value paairs. To accesss a value, yoou use the keyy for that valuue.

This is analogous

a

to using an in

ndex position

n to access tthe data withhin a list. T

The

differencee is that keep

ping track of the key to acccess a valuee may be eassier in a certaain

situation than

t

remembeering the indeex location off a value in a llist. Since theere are no inddex

positions, dictionaries are unordered

d.

ve a key:valuee pair, you usee the del com

mmand. To rem

move all the kkey:value paiirs,

To remov

you use th

he clear comm

mand.
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Aside: If you’ve worked with the programming language PERL, dictionaries are very

similar to the hash collections. If you’re coming from a Java environment,

dictionaries are similar to the Hashtable class.

An example should make things clear.

Example 4.3 – Dictionaries

In the ‘Kernel Command Line Interface’, type in the following statements hitting ENTER

after each. You will see an output after each print statement.

>>>names_and_ages={‘John’:23,‘Rahul’:15,‘Lisa’:55}

>>>printnames_and_ages[‘John’]

>>>printnames_and_ages[‘Rahul’]

>>>printnames_and_ages

>>>delnames_and_ages[‘John’]

>>>printnames_and_ages

>>>names_and_ages.clear()

>>>printnames_and_ages



Here names_and_ages is your dictionary variable. In it you store 3 keys, ‘John’, ‘Rahul’

and ‘Lisa’. You store their ages as the values. This way if you wish to access Lisa’s age,

you would write names_and_ages[‘Lisa’].

The del command removes the key:value pair ‘John’:23, leaving only Rahul and Lisa.

The clear command removes all the key value pairs leaving you with an empty dictionary

{}.

Note that since the dictionary is unordered, the first statement could instead have been

written as

>>>names_and_ages={‘Rahul’:15,‘Lisa’:55,‘John’:23}



and it would have made no difference since your values (ages) are still bound to the

correct keys (names).

The following image displays what you should see.
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So how does

d

Abaqus use

u dictionarries?

You’re prrobably wond

dering when you

y would acttually use dicctionaries. Yoou will be usinng

them all the

t time, and already did so

s more than

n once in the cantilever beeam example of

Chapter 1 (Example 1.2), except yo

ou didn’t kno

ow it at the tiime. Here’s a block of coode

from the example.

e

#





#Createthemodel



mdb.models.changeKey(f

fromName='Mod

del1',toNam

me='Cantileve rBeam')

beamModel=mdb.models

s['Cantilever

rBeam']



#







Look clossely at the stattement

beamModel=mdb.models

s[‘Cantilever

rBeam’]



Here you see the modeel database ‘m

mdb’ has a pro

operty called ‘models’. Thhis property iss a

y object contaaining a key:v

value pair for each model yyou create. T

The model nam

me

dictionary

itself is th

he ‘key’, and the

t value is an

n instance of the model obbject.

You know

w that the syn

ntax to accesss a value in a dictionary is dictionary_nname[‘key’]. So

when yo

ou want thee script to refer to th

he cantileveer beam moodel you ssay

models[‘C

Cantilever Beeam’].

To be a liittle more preecise, models in not exactlly a dictionarry object but a subclass off a

dictionary

y object. Wh

hat does thatt mean? Well, to put it simply, it m

means that tthe

programm

mers at Abaqu

us created a new

n class thatt has the sam

me properties aand methods as
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dictionary, but also has one or more new properties and methods that they defined. For

example the changeKey() method that changes the name of the key from ‘Model-1’ to

‘Cantilever Beam’ is not native to Python dictionaries, it has been created by

programmers at Abaqus. You don’t have to worry about how they did it unless you are a

computer science buff, in which case google ‘subclassing in Python’. As far as a

user/scripter is concerned, the ‘models’ object works similar to a dictionary object with a

few enhancements. Also in Abaqus these enhanced dictionaries are referred to as

‘repositories’. You will hear me use this word a lot when we start dissecting scripts.

Let’s look at another block of code from Example 1.2.

#

#Createthehistoryoutputrequest



#wetryaslightlydifferentmethodfromthatusedinfieldoutputrequest

#createanewhistoryoutputrequestcalled'DefaultHistoryOutputs'andassign

boththestepandthevariables

beamModel.HistoryOutputRequest(name='DefaultHistoryOutputs',createStepName='Apply

Load',variables=PRESELECT)



#nowdeletetheoriginalhistoryoutputrequest'HOutput1'

delbeamModel.historyOutputRequests['HOutput1']



#



Look closely at the statement

delbeamModel.historyOutputRequests[‘HOutput1’]



Notice that your model beamModel has a dictionary or ‘repository’ (subclass of a

dictionary) called historyOutputRequests. One of the key:value pairs has a key ‘HOutput-1’, and is referred to as historyOutputRequests[‘H-Output-1’]. In the Abaqus

Scripting Interface you will often find aspects of your model stored in repositories. For

the record, in this statement the ‘H-Output-1’ key:value pair in the repository is being

deleted using the del command.



3.6



Tuples

(Section removed from Preview)
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3.7



Classes, Objects and Instances



When you run scripts in Abaqus you invariably use built-in methods provided by Abaqus

to perform certain tasks. All of these built-in methods are stored in containers called

classes. You often create an “instance” of a class and then access the built-in methods

which belong to the class or assign properties using it. So it’s important for you to have

an understanding of how this all works.

Python is an object oriented language. If you’ve programmed in C++ or Java you know

what object oriented programming (OOP) is all about and can breeze through this section.

On the other hand if you’re used to procedural languages such as C or MATLAB you’ve

probably never worked with objects before and the concept will be a little hard to grasp at

first. (Actually MATLAB v2008 and above supports OOP but it’s not a feature known by

the majority of its users).

For the uninitiated, a class is a sort of container. You define properties (variables) and

methods (functions) for this class, and the class itself becomes a sort of data type, just

like integer and String are data types. When you create a variable whose data type is the

class you’ve defined, you end up creating what is called an object or an instance of the

class. The best way to understand this is through an example.

Example 4.5 – ‘Person’ class

In the following example, assume we have a class called ‘Person’. This class has some

properties, such as ‘weight’, ‘height’, ‘hair’ color and so on. This class also has some

methods such as ‘exercise()’ and ‘dyeHair()’ which cause the person to lose weight or

change hair color.

Once we have this basic framework of properties and methods (called the class

definition), we can assign an actual person to this class. We can say Gary is a ‘Person’.

This means Gary has properties such as height, weight and hair color. We can set Gary’s

height by using a statement such as Gary.height = 68 inches. We can also make Gary

exercise by saying Gary.exercise() which would cause Gary.weight to reduce. Gary is “an

object of type Person” or “an instance of the Person class”.

Open up notepad and type out the following script

print"Definetheclasscalled'Person'"
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classPerson:



height=60



weight=160



hair_color="black"





defexercise(self):





self.weight=self.weight5







defdyeHair(self,new_hair_color):





self.hair_color=new_hair_color



print"Make'Gary'aninstanceoftheclass'Person'"

Gary=Person()



print"PrintGary'sheight,weightandhaircolor"

printGary.height

printGary.weight

printGary.hair_color



print"ChangeGary'sheightto66inchesbysettingtheheightpropertyto66"

Gary.height=66



print"MakeGaryexercisesoheloses5lbsbycallingtheexercise()method"

Gary.exercise()



print"MakeGarydyehishairbluebycallingthedyeHairmethodandpassingblueas

anargument”

Gary.dyeHair('blue')



print"OnceagainprintGary'sheight,weightandhaircolor"

printGary.height

printGary.weight

printGary.hair_color



Open a new file in Abaqus CAE (File > New Model Database > With

Standard/Explicit Model). In the lower half of the window, make sure you are in the

“Message Area” tab, not the “Kernel Command Line Interface” tab. The print statements

in our script will display here in the “message area” that’s why you want it to be visible.

Run the script you just typed out (File > Run Script…). Your output will be as displayed

in the following figure.
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Let’s anallyze the scriptt in detail. Th

he first statem

ment is

print"Definetheclas

sscalled'Pe

erson'"



This basiccally prints “D

Define the claass called ‘Peerson’” in thee message winndow using tthe

‘print’ co

ommand. Hen

nce that is th

he first messaage displayedd. The follow

wing statemennts

define thee class:

classPerson:



he

eight=60



we

eight=160



ha

air_color="

"black"





de

efexercise(s

self):





self.w

weight=self.weight5







de

efdyeHair(se

elf,new_hair

r_color):





self.hair_color=new_hair_colo

or



A class named

n

‘Perso

on’ has been created. It has

h been giveen the properrties (variablees)

‘height’, ‘width’ and ‘hair_color’, which

w

have been

b

assignedd initial valuees of 60 inchees,

160 lbs, and

a the color black.

b

In additio

on two method

ds (functions)) have been defined,

d

‘exerrcise()’ and ‘ddyeHair()’. T

The

‘exercise(()’ method cau

uses the weig

ght of the person to decreaase by 5 lbs. T

The ‘dyeHairr()’

function causes

c

‘hair_ccolor’ to chan

nge to whatev

ver color is ppassed to that function as tthe

argument ‘new_hair_color’.

w the word ‘self’? In Pyth

hon, every method

m

in a claass receives ‘sself’ as the first

What’s with

argument,, that’s a rulee. The word ‘self’

‘

refers to

o the instanc e of the classs which will be

created laater. In our casse this will bee ‘Gary’. Wh

hen we createe ‘Gary’ as ann instance of tthe

‘Person’ class, self.weeight translattes to Gary.w

weight and sself.hair_coloor translates to

bject oriented

d languages like C++ and JJava you do nnot pass self as

Gary.hairr_color. In ob
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an argument, this is a feature unique to the Pythons syntax and might even be a little

annoying at first.

print"Make'Gary'aninstanceoftheclass'Person'"

Gary=Person()



These statements define Gary as an instance of the Person class, and also print a comment

to the message area indicating this fact.

print"PrintGary'sheight,weightandhaircolor"

printGary.height

printGary.weight

printGary.hair_color



We then display Gary’s height, weight and hair_color which are currently default values.

Notice how we refer to each variable with the instance name followed by a dot “.”

symbol followed by the variable name. The format is InstanceName.PropertyName.

These statements make the following lines appear on the screen:

Print Gary’s height, weight and hair color”

60

160

black

print"ChangeGary'sheightto66inchesbysettingtheheightpropertyto66"

Gary.height=66



We now change Gary’s height to 66 inches by using an assignment statement on the

‘Gary.height’ property. We print a comment regarding this to the message area.

print"MakeGaryexercisesoheloses5lbsbycallingtheexercise()method"

Gary.exercise()



These lines call the exercise function and display a comment in the message area. Notice

that you use the format InstanceName.MethodName(). Although we don’t appear to pass

any arguments to the function (there’s nothing in the parenthesis), internally the Python

interpreter is passing the instance ‘Gary’ as an argument. This is why in the function

definition we had the word ‘self’ listed as an argument. Why does the interpreter pass

‘Gary’ as an argument? Because you could potentially define a number of instances of

the Person class in addition to Gary, such as ‘Tom’, ‘Jill’, ‘Mr. T’, and they will all have
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the same ‘exercise()’ method. So then if you were to call Tom.exercise(), it would be

Tom’s weight that would reduce while Gary’s would remain unaffected.

If you look once again at the definition of the ‘exercise()’ method in the Person class,

you’ll notice that it decreases the weight of the instance by 5 lbs. So Gary’s weight

should now be 155 lbs, down 5 lbs from before.

print"MakeGarydyehishairbluebycallingthedyeHairmethodandpassingblueas

anargument”

Gary.dyeHair('blue')



These lines call the ‘dyeHair()’ function and display a comment in the message area. The

difference you notice between the ‘exercise()’ and ‘dyeHair()’ functions is that you pass a

hard argument to ‘dieHair()’ telling it exactly what color you wish to dye the individuals

hair. Internally an argument of ‘self’ is also passed.

Take another look at the definition of the ‘dyeHair()’ method in the ‘Person’ class. You’ll

notice that the variable being passed as an argument is assigned to the ‘hair_color’. So

Gary’s hair color should now have changed from black to blue.

print"OnceagainprintGary'sheight,weightandhaircolor"

printGary.height

printGary.weight

printGary.hair_color



We print out Gary’s height, weight and hair color again to notice the changes. The

‘Gary.height’ statement was used to reset his height to 66 inches, the ‘exercise()’ method

was used to reduce his weight to 155 lbs, and the ‘dyeHair(‘blue’)’ method should have

changed his hair color to blue. These print statements display the property values in the

message area. The output is what you expect:

Once again print Gary’s height, weight and hair color

66

155

blue

Hopefully this example has made the concept of classes and instances clear to you.

There’s a lot more to OOP than this, we’ve only touched the surface, but that’s because

you only need a basic understanding of OOP to write Abaqus scripts. In none of our

examples will you actually define a new class of your own.
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So why learn about classes, objects and instances?

(Removed from Preview)



Abstraction in OOP

(Removed from Preview)



3.8



What’s next?



In this chapter you learned :

x

x

x



how to define variables and write code statements,

how to create collection types – lists, dictionaries, and tuples,

object oriented programming (OOP) concepts – classes, instances, data

abstraction



You also referred to code snippets from the cantilever beam example from Chapter 1 to

see the syntax in action.

You now understand some of the Python syntax behind much of Example 1.2. However

you still don’t understand the Abaqus specific commands and methods that were used. In

the next chapter we’re going to take a closer look at the cantilever beam example and try

to make sense of it all.



4

The Basics of Scripting – Cantilever

Beam Example

4.1



Introduction



Now that you have the required understanding of Python syntax, we can plunge into

scripting. Every script you write will perform a different task and no two scripts will be

alike. However they all follow the same basic methodology. The best way to understand

this is to go through the cantilever beam script in detail.



4.2



A basic script



Since we already have the cantilever beam example from Chapter 2 we shall work our

way through it, statement by statement. Not only will you understand exactly what is

going on in the script, you will also learn some of the most important methods that you

will likely use in every script you write.

Example 4.1 – Cantilever Beam

For your convenience a copy of the code from Chapter 2 has been listed here.

#********************************************************************************

#CantileverBeambendingundertheactionofauniformpressureload



#********************************************************************************



fromabaqusimport*

fromabaqusConstantsimport*

importregionToolset



session.viewports['Viewport:1'].setValues(displayedObject=None)



#



56 The Basics of Scripting – Cantilever Beam Example

#Createthemodel

mdb.models.changeKey(fromName='Model1',toName='CantileverBeam')

beamModel=mdb.models['CantileverBeam']



#

#Createthepart



importsketch

importpart



#a)Sketchthebeamcrosssectionusingrectangletool

beamProfileSketch=beamModel.ConstrainedSketch(name='BeamCSProfile',

sheetSize=5)

beamProfileSketch.rectangle(point1=(0.1,0.1),point2=(0.3,0.1))



#b)Createa3Ddeformablepartnamed"Beam"byextrudingthesketch

beamPart=beamModel.Part(name='Beam',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

beamPart.BaseSolidExtrude(sketch=beamProfileSketch,depth=5)



#

#Creatematerial



importmaterial



#CreatematerialAISI1005Steelbyassigningmassdensity,youngs

#modulusandpoissonsratio

beamMaterial=beamModel.Material(name='AISI1005Steel')

beamMaterial.Density(table=((7872,),))

beamMaterial.Elastic(table=((200E9,0.29),))



#

#Createsolidsectionandassignthebeamtoit



importsection



#Createasectiontoassigntothebeam

beamSection=beamModel.HomogeneousSolidSection(name='BeamSection',

material='AISI1005Steel')



#Assignthebeamtothissection

beam_region=(beamPart.cells,)

beamPart.SectionAssignment(region=beam_region,sectionName='BeamSection')



#

#Createtheassembly





(Statementsremovedfrompreview)





#
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#Createthestep





(Statementsremovedfrompreview)





#

#Createthefieldoutputrequest







(Statementsremovedfrompreview)







#

#Createthehistoryoutputrequest







(Statementsremovedfrompreview)







#

#Applypressureloadtotopsurface







(Statementsremovedfrompreview)







#

#Applyencastre(fixed)boundaryconditiontooneendtomakeitcantilever







(Statementsremovedfrompreview)







#

#Createthemesh







(Statementsremovedfrompreview)







#
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#Createandrunthejob







(Statementsremovedfrompreview)





#

#Postprocessing



importvisualization



beam_viewport=session.Viewport(name='BeamResultsViewport')

beam_Odb_Path='CantileverBeamJob.odb'

an_odb_object=session.openOdb(name=beam_Odb_Path)

beam_viewport.setValues(displayedObject=an_odb_object)





4.3



Breaking down the script



The script executes from top to bottom in Python. I have included comments all over the

script to explain what’s going on. Lines that start with the hash (#) symbol are treated as

comments by the interpreter. Make it a point to comment your code so you know what it

means when you look at it after a few months or another member of your team has to

continue what you started.

Observe the layout of the script. I have divided it into blocks or chunks of code clearly

demarcated by:

#

#commentdescribingtheblockofcode



Try reading these comments. You will realize that the script follows these steps:

1.

2.

3.

4.

5.

6.

7.

8.

9.

10.



Initialization (import required modules)

Create the model

Create the part

Define the materials

Create solid sections and make section assignments

Create an assembly

Create steps

Create and define field output requests

Create and define history output requests

Apply loads
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11.

12.

13.

14.



Apply boundary conditions

Meshing

Create and run the job

Post processing



Let’s explore each code chunk one at a time.

4.3.1 Initialization (import required modules)

The code block dealing with this step is listed below:

fromabaqusimport*

fromabaqusConstantsimport*

importregionToolset



session.viewports['Viewport:1'].setValues(displayedObject=None)



We begin the script using a couple of ‘from-import’ statement.

The first import statement:

fromabaqusimport*



imports the abaqus module and creates references to all public objects defined by that

module. Thus it makes the basic Abaqus objects accessible to the script. One of the things

it provides access to is a default model database which is referred to by the variable mdb.

You use this variable mdb in the next block of code which is the ‘create the model’

block. You need to insert this import statement in every Abaqus script you write.

The second import statement:

fromabaqusConstantsimport*



is for making the symbolic constants defined by the Abaqus Scripting Interface available

to the script. What are symbolic constants? They are variables with a constant value

(hence the term constant) that have been given a name that makes more sense to a user

(hence the term symbolic) but have some meaning to Abaqus. Internally they might be

integer or float variables. But for the sake of clarity of code they are displayed as a word

in the English language. Since they are constants they cannot be modified
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We use symbolic constants in the script. Look at the relevant lines in the script where the

part is created. Notice the statement:

beamPart=beamModel.Part(name='Beam',dimensionality=THREE_D,

type=DEFORMABLE_BODY)



Both THREE_D and DEFORMABLE_BODY are symbolic constants defined in the

abaqusConstants module. So if we did not import this module into our script we would

get an error as the interpreter would not recognize these symbolic constants. So place this

import statement in every script you write.

The third import statement:





importregionToolset



imports the regionToolset module so you can access its methods through the script. If

you look at the ‘create the loads’ block, you will notice the statement:

top_face_region=regionToolset.Region(side1Faces=top_Plate)



We are using the Region() method defined in the regionToolset module. Hence the

module needs to be imported otherwise you will receive an error. I tend to place this

import statement in every script I write, whether or not the Region() method is used, just

to be on the safe side.

Basically every script should have these 3 import statements placed in it at the top. You

may not always need them, but by including them you spend less time thinking about

whether or not you need them and more time writing useful code.

The fourth statement:

session.viewports[‘Viewport:1’].setValues(displayedObject=None)



blanks out the viewport. The viewport is the window in the Abaqus/CAE that displays the

part you are working on. It allows Abaqus to display information to you visually. The

viewport object is the object where the information about the viewport is stored such as

what to display and how to do so.

The default name for the viewport is ‘Viewport:1’. This is not only the name displayed to

the user, it is the key for that viewport in the viewports dictionary/repository. Hence we

refer to the viewport with the viewports[‘Viewport:1’] notation. The method
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setValues() is a method of the viewport object that can be used to modify the viewport.

It accepts two parameters, the displayedObject which defines what is displayed, and the

displayMode which defines the layers (more about that later). When we set the

displayedObject to None, that causes an empty viewport to be displayed.

4.3.2 Create the model

The following block creates the model

#

#Createthemodel

mdb.models.changeKey(fromName='Model1',toName='CantileverBeam')

beamModel=mdb.models['CantileverBeam']



As stated before, the variable mdb provides access to a default model database. This

variable is made available to the script thanks to the

fromabaqusimport*



import statement we used earlier, hence you don’t define it yourself.

The default model in Abaqus is always named ‘Model-1’, which is why when you open a

new file you always see ‘Model-1’ in the model database tree on the left in the GUI.

The first statement:

mdb.models.changeKey(fromName='Model1',toName='CantileverBeam')



changes the name of the model from the default of ‘Model-1’ to ‘Cantilever Beam’.

changeKey() is a method of models which is in the model database, hence we refer to it

using mdb.models.changeKey().

If you recall from Chapter 3, the models repository is a subclass of a dictionary object

which keeps track of model objects. As explained before, a subclass means that it has the

same properties and methods of the dictionary object along with a few more properties

and methods, such as changeKey(), that developers at SIMULIA decided to add in. The

model name ‘Model-1’ is the key, while the value is a model object. The changeKey()

method which is not native to Python essentially allows us to change the key to

‘Cantilever Beam’ while referring to the same model object.
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The second statement:

beamModel=mdb.models['CantileverBeam']



assigns our model to the beamModel variable. This is so that in future we do not have to

keep referring to it as mdb.models[‘Cantilever Beam’] but can instead just call it

beamModel. Look at the ‘create the part’ block and notice the statement

beamProfileSketch=beamModel.ConstrainedSketch(name='BeamCSProfile',

sheetSize=5)



Don’t worry about what it means just yet, I only want to point out that if we did not

define the variable beamModel, then the same statement would have to be written as:

beamProfileSketch=mdb.models[‘CantileverBeam’].

ConstrainedSketch(name=’BeamCSProfile,sheetSize=5)



which is a little bit longer. This type of syntax will get longer as we refer to properties

and objects nested further down.

Of course you could choose to write things the long way, or you could do it my way.

4.3.3 Create the part

The following block of code creates the part

#

#Createthepart



importsketch

importpart



#a)Sketchthebeamcrosssectionusingrectangletool

beamProfileSketch=beamModel.ConstrainedSketch(name='BeamCSProfile',

sheetSize=5)

beamProfileSketch.rectangle(point1=(0.1,0.1),point2=(0.3,0.1))



#b)Createa3Ddeformablepartnamed"Beam"byextrudingthesketch

beamPart=beamModel.Part(name='Beam',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

beamPart.BaseSolidExtrude(sketch=beamProfileSketch,depth=5)



The first two statements

importsketch

importpart
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import the sketch and part modules into the script, thus providing access to the objects

related to sketches and parts. As such you shouldn’t be able to create a sketch or a part

without these import statements but honestly if you leave them out in most cases Abaqus

figures out what you are trying to do and appears to import these modules automatically

without complaining. It is however recommended that you stay in the habit of including

them because it’s good programming practice and because you never know if an older or

newer version of Abaqus will throw an error.

The statement

beamProfileSketch=beamModel.ConstrainedSketch(name='BeamCSProfile',

sheetSize=5)



creates a constrained sketch object by calling the ConstrainedSketch() method of the

Model object. The sketch module defines ConstrainedSketch objects. The first argument

is the name you wish to give the sketch, we’re calling it ‘Beam CS Profile’. This is used

as the repository key given to our ConstrainedSketch object, just as ‘Cantilever Beam’

is the key for our model object. The second argument is the default sheetsize, which is a

property you defined when manually performing the cantilever beam simulation in

Abaqus/CAE. It sets the approximate size of the sheet, and therefore the grid you see

when you are in the sketcher. Of course when you’re working in a script the sheetsize

isn’t really important, that only helps you see things better when working in the GUI, but

it’s a required paramenter to the ConstrainedSketch() method hence you must give it a

value. Note that the statement can be written without the words ‘name’ and ‘sheetSize’

as:

beamProfileSketch=beamModel.ConstrainedSketch('BeamCSProfile',5)



It means the same thing to the interpreter; it just isn’t as clear to someone reading your

script. Also you’ll have to make sure the arguments are passed in the correct order as is

required by the method as stated in the documentation.

The statement

beamProfileSketch.rectangle(point1=(0.1,0.1),point2=(0.3,0.1))



uses the rectangle() method of the ConstrainedSketch object to draw a rectangle on the

sketch plane. The two parameters are the coordinates of the top left and bottom right
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corners of the rectangle. Note that the statement can also be written without the words

point1 and point2 as:

beamProfileSketch.rectangle((0.1,0.1),(0.3,0.1))



The statement

beamPart=beamModel.Part(name='Beam',dimensionality=THREE_D,

type=DEFORMABLE_BODY)



uses the Part() method to create a Part object and place it in the parts repository. The

first parameter ‘Beam’ is its name and its key in the repository. The second parameter,

dimensionality, is set to a symbolic constant THREE_D which defines it to be a 3D

part. It is defined to be of the type deformable body using the DEFORMABLE_BODY

symbolic constant. In subsequent chapters you will define different parameters in place of

these depending on the simulation. The created part instance is stored in the beamPart

variable. If you haven’t already guessed, the statement can also be written without the

words name, dimensionality, and type as

beamPart=beamModel.Part('Beam',THREE_D,DEFORMABLE_BODY)



The statement

beamPart.BaseSolidExtrude(sketch=beamProfileSketch,depth=5)



creates a Feature object by calling the BaseSolidExtrude() method. What is a Feature

object? Well, Abaqus is a feature based modeling system. The Feature object contains

the parameters specified by the user, as well as the modifications made to the model by

Abaqus based on those parameters. The Feature object is defined in the Part module

hence you do not use an ‘import feature’ statement. The BaseSolidExtrude() method is

used to create extrusions. The first parameter passed to it is our ConstrainedSketch

object beamProfileSketch. Note that this must be a closed profile. The second parameter

is the depth to which we wish to extrude our profile sketch. The statement can be written

without the keywords sketch and depth as:

beamPart.BaseSolidExtrude(beamProfileSketch,5)



4.3.4 Define the materials

The following block creates the material
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#

#Creatematerial



importmaterial



#CreatematerialAISI1005Steelbyassigningmassdensity,youngs

#modulusandpoissonsratio

beamMaterial=beamModel.Material(name='AISI1005Steel')

beamMaterial.Density(table=((7872,),))

beamMaterial.Elastic(table=((200E9,0.29),))

importmaterial



This statement imports the material module into the script providing access to objects

and methods related to materials.

beamMaterial=beamModel.Material(name='AISI1005Steel')



This statement creates a Material object using the Material() method and places it in the

materials repository. The parameter passed to the Material() method is the name given

to the material, and the key used to refer to it in the materials repository. The Material

object is assigned to the variable beamMaterial.

beamMaterial.Density(table=((7872,),))



This statement creates a Density object which specifies the density of the material by

using the Density() method. The Density object is defined in the material module, hence

you do not use an ‘import density’ statement. The argument passed to the Density

method is supposed to be a table. Why a table? Well you might have a density that

depends on temperature. In which case you would have a table in the form ((density1,

temperature1), (density2,temperature2), (density3,temperature3)) and so on…

In our case we have one density which is not temperature dependent, but we must use the

same format. So we can’t say table=7872, we need to write table=((7872, ), ) where we

leave a space after the first comma for temperature1 (or rather the lack of it), and a space

after the second comma for (denstiy2, temperature2).This probably looks a little strange,

and you will often generate a lot of syntax errors typing the wrong number of commas or

parenthesis, so be aware of that. For the record, we can leave out the word ‘table’, but all

the parentheses and commas in the statement will remain as they are:

beamMaterial.Density(((7872,),))
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The statement:

beamMaterial.Elastic(table=((200E9,0.29),))



creates an Elastic object which specifies the elasticity of the material by using the

Elastic() method. The Elastic object is defined in the material module, hence you do not

use an import elastic statement. The argument passed to the Elastic() method must be a

table just like the argument to the Density() method. The table must be of the form

((YM1, PR1), (YM2, PR2), (YM3, PR3)) and so on where YM is Young’s modulus and PR

is Poisson’s ratio. For our material we have only one Young’s modulus and one Poisson’s

ratio so we write table=((200E9, 0.29), ) leaving a second comma there to indicate the

spot for (YM2, PR2). The statement can be written without the keyword ‘table’ as:

beamMaterial.Elastic(((200E9,0.29),))



4.3.5 Create solid sections and make section assignments

The following code block creates the sections and makes assignments

#

#Createsolidsectionandassignthebeamtoit



importsection



#Createasectiontoassigntothebeam

beamSection=beamModel.HomogeneousSolidSection(name='BeamSection',

material='AISI1005Steel')



#Assignthebeamtothissection

beam_region=(beamPart.cells,)

beamPart.SectionAssignment(region=beam_region,sectionName='BeamSection')

importsection



This statement imports the section module making its properties and methods accessible

to the script.

beamSection=beamModel.HomogeneousSolidSection(name='BeamSection',

material='AISI1005Steel')



This statement creates a HomogeneousSolidSection object using the

HomogeneousSolidSection() method. These are defined in the section module. The first

parameter given to the method is name, which is used as the repository key. The second

parameter is material, which has been defined in the ‘define the materials’ code block.
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Note that this material parameter must be a String, it cannot be a Material object. That

means we cannot say material=beamMaterial even though we had defined the

beamMaterial variable to point to our beam material, because beamMaterial is a

Material object. ‘AISI1005 Steel’ on the other hand is a String, and it is the key assigned

to that material in the materials repository.

The statement

beam_region=(beamPart.cells,)



is used to find the cells of the beam. The cell object defines the volumetric regions of a

geometry. Part objects have cells. beamPart.cells refers to the Cell object that contains

the information about the cells of the beam.

Notice however that there is a comma after beamPart.cells. This is because we are trying

to create a variable which is a Region object. A Region object is a type of object on

which you can apply an attribute. You can use a Region object to define the geometry for

a section assignment, or a load, or a boundary condition, or a mesh, basically it forms a

link between the geometry and the applied attribute. A Region object can be a sequence

of Cell objects. In fact it can be a sequence of quite a few other objects, including Node

objects, Vertex objects, Edge objects and Face objects. In our script we are assigning a

Cell object to it. But since it needs to be a sequence of Cell objects, not just one Cell

object that we are providing, we stick the comma at the end to make it a sequence. We

then assign it to the variable beam_region.

Why exactly are we creating a Region object? Because we need it for the next statement

where we use the SectionAssignment() method.

beamPart.SectionAssignment(region=beam_region,sectionName='BeamSection')



This statement creates a SectionAssignment object, which is an object that is used to

assign sections to a part, an assembly or an instance. This is done using the

SectionAssignment() method. Its first parameter is a region, in this case the region is the

entire part. We have already created a region in the previous statement called

beam_region using all the cells of the part, and we now this region as our first parameter.

The second argument is the name we wish to give the section, which is also the key it

will be assigned in the sections repository. This argument must be a String, therefore we
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cannot use the variable beamSection which is a Section object, but rather its name/key.

The statement can be written without the keywords region and sectionName as:

beamPart.SectionAssignment(beam_region,'BeamSection')



4.3.6



Create an assembly



(Section removed from Preview)

4.3.7



Create steps



(Section removed from Preview)

4.3.8



Create and define field output requests



(Section removed from Preview)

4.3.9



Create and define history output requests



(Section removed from Preview)

4.3.10 Apply loads



(Section removed from Preview)

4.3.11 Apply constraints/boundary conditions



(Section removed from Preview)
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4.3.12 Mesh



(Section removed from Preview)



4.3.13 Create and run the job



(Section removed from Preview)

4.3.14 Post processing

The following code performs some post processing tasks:

#

#Postprocessing



importvisualization



beam_viewport=session.Viewport(name='BeamResultsViewport')

beam_Odb_Path='CantileverBeamJob.odb'

an_odb_object=session.openOdb(name=beam_Odb_Path)

beam_viewport.setValues(displayedObject=an_odb_object)

beam_viewport.odbDisplay.display.setValues(plotState=(DEFORMED,))

importvisualization



This statement imports the visualization module. This allows the script to access

methods that replicate the functionality of the visualization module of Abaqus/CAE.

beam_viewport=session.Viewport(name='BeamResultsViewport')



This statement uses the Viewport() method to create a Viewport object. The only

required argument is name which is a String specifying the repository key. In this case

we name it ‘Beam Results Viewport’.

beam_Odb_Path='CantileverBeamJob.odb'



This statement assigns the name of the output database file to a variable for later use.

an_odb_object=session.openOdb(name=beam_Odb_Path)
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This statement creates an Odb object by opening the output database whose path is

provided as an argument, and assigns it to the variable an_odb_object. Note that we have

not provided a complete path, only the file name, hence it will search for the file in the

default Abaqus working directory. You may provide an absolute path if you are working

with an output database file saved elsewhere on the hard drive.

beam_viewport.setValues(displayedObject=an_odb_object)



The statement uses the setValues() method to set the display to the selected output

database. If you recall, this same method was used in the ‘initialization block’ (Section

4.3.1) of the script with displayedObject=none to blank the viewport. Just so you know,

the above statement could have been written instead as

session.viewports[‘BeamResultsViewport']

.setValues(displayedObject=an_odb_object)



The statement

beam_viewport.odbDisplay.display.setValues(plotState=(DEFORMED,))



This statement changes the viewport display to the deformed beam by using the

setValues() method and setting the plot state to the symbolic constant DEFORMED. For

the record, the above statement could also have been written as

session.viewports['BeamResultsViewport'].odbDisplay

.display.setValues(plotState=(DEFORMED,))



4.4



What’s Next?



In this chapter you worked through all the steps in the creation and setup of a finite

element simulation in Abaqus using a Python script. Not only did you see the bigger

picture, but you also examined individual statements and learnt of a number of new

objects and methods that you will regularly encounter when scripting. In subsequent

chapters we are going to look at many more examples, each of which we will perform

tasks that weren’t demonstrated in this one. But first, let’s learn a little more Python

syntax.



5

Python 102

5.1



Introduction



In Python 101, we covered many aspects of Python syntax. We spent a great deal of time

understanding important concepts such as lists and tuples, and object oriented

programming. That knowledge helped you understand the cantilever beam script. The

example did not however use any conditional statements or any iterative loops.

If…else… statements and for-loops are usually a major element in any sort of program

you write, and you will need to use them in more complicated Python scripts as well.

We’ll cover them in this chapter.

This book assumes that you are familiar with at least one programming language,

whether it be a full-fledged language like C++ or Java, or an engineering tool such as

MATLAB. Hence the concepts of conditional statements and loops should not be new to

you. This chapter aims only to familiarize you with the syntax of these constructs in

Python.

5.1.1 If… elif … else statements

The if statement in Python is very similar to that used in other programming languages. It

tests if a certain condition is true. If it is then it executes a statement or block of code.

If it is not true, Python checks to see if an else-if or else block is present. Else-if is written

as elif in Python. Elif tests another condition whereas else does not test for any condition.

The syntax is a little different in Python. You do not put the if and else blocks of code

within curly braces as you do in many other languages. In Python you indent the block

instead. Also the colon ‘:’ symbol is used. To indent the block is analogous to using
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braces in other languaages, if you don’t do it you

y will get an error. Thhe syntax loooks

something

g like this.

if a_certain_condittion_is_true :

do this

and this

elif another_conditiion_is_true:

do this

d this

and

else:

do this

Example

Open up Abaqus

A

CAE. In the lowerr half of the window

w

you ssee the messaage area. If you

look to th

he left of the message

m

area you see two tabs,

t

one for Message areea and the othher

for Kerna

al Command

d Line Interfa

ace.



Click the second one. You

Y see the kernel

k

commaand prompt whhich is a “>>>

>” symbol.

f

linees, hitting thee ENTER key

y on your keybboard after eaach.

Type the following

X=10

ifx>0:



pr

rint‘xispo

ositive’

elifx<0:



pr

rint‘xisne

egative’

else:



pr

rint‘xis0’

’



Here is wh

hat you see
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5.1.2 For

F loops

The for lo

oop in Python

n is conceptuaally similar to

o that in otherr languages – it provides tthe

ability to loop or iteratte over a certtain set of datta. However iits implemenntation is a litttle

different in

i Python.

In C, C++

+, Java or MA

ATLAB, you find yourselff iterating eith

ther a fixed nnumber of tim

mes

by increm

menting a variable every loop till it reach

hes a certain value, or untiil a conditionn is

satisfied. In Python on

n the other haand, you create a sequencee (a list or a string), and tthe

he items in th

hat list (or chaaracters in a sttring).

for loop itterates over th

Example

Type the following

f

stattements in thee Abaqus kerrnel commandd interface proompt

fruitbasket=[‘apples

s’,‘oranges’

’,‘bananas’,‘melons’]

forfruitinfruitbask

ket:



pr

rintfruit



Here is wh

hat you see:



In the abo

ove example, fruitbasket iss a list consissting of a seqquence of striings. With eaach

iteration, the for loop takes

t

an elem

ment (in this case

c

a string) out of the lisst and assignss it



74 Pytho

on 102

to the varriable fruit. The

T print statement then prints

p

it out oon screen. Baasically our ffor

loop iterattes 4 times.

Example

Type the following

f

in the

t Abaqus keernel comman

nd interface pprompt

forletterin‘Python

n’:



pr

rintletter



Here is wh

hat you see:



In the above example, ‘Python’ is a string, esssentially a seequence of chharacters. Wiith

a element (in

n this case a character) ouut of the Strinng

each iteraation, the for loop takes an

So

and assign

ns it to the variable

v

letterr. The print sttatement thenn prints it out

ut on screen. S

this for lo

oop iterates 6 times.

t

This type of for loop is

i great for itterating throu

ugh the elemeents of a list aand performinng

an action on each one. Abaqus storees its reposito

ory keys in lissts, hence it iss easy to iteraate

hem using a for

f loop. Thiis will be dem

monstrated in Chapter 8 whhile performinng

through th

a dynamicc, explicit trusss analysis.

5.1.3 ra

ange() functiion

Sometimees you may wish

w

to use a for loop to iterate a certtain number oof times, rathher

than loop

p through eacch element of a preexistin

ng list. How

wever the for loop can onnly

operate on

n a sequence. A workarou

und is to geneerate a list foor the task usiing the rangee()

function.

ge() function generates a list

l which co

onsists of aritthmetic progrressions. It ccan

The rang

take one, two or three arguments. Iff one argumeent is providedd, a list is gennerated startinng
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at 0, and ending

e

at onee integer less than the argu

ument provideed. It will natturally have tthe

same num

mber of elements as the value of the inteeger argumentt.

range(5)



returns [0, 1, 2, 3, 4]



guments are provided,

p

the first one is treeated as the bbeginning of tthe list, and tthe

If two arg

end of thee list is one less than the seecond argumeent.

range(5,9)



returns [5, 6,

6 7, 8]



If three arrguments are provided, th

he first one iss treated as thhe beginning of the list, annd

the end off the list is on

ne less than the

t second on

ne. However all elements in the list muust

be multiplles of the thirrd argument.

range(2,10,3)



returns [3, 6, 9]



Using thee range() fun

nction, you can

c specify a for loop to iterate a certtain number of

times.

Example

forxinrange(5):



pr

rintx



Here is wh

hat you see:



The above for loop iteerates 5 timess. The range((5) statement returns a listt [0, 1, 2, 3, 4]

or loop iteratees for each element (integeer) in this listt, assigning itt to the variabble

and the fo

x. The priint statement prints

p

this varriable to the screen.

s
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5.1.4 While-loops

W

The whilee loop execu

utes as long as

a a certain condition or eexpression retturns true. It is

similar to the while loo

op in other lan

nguages. The syntax is

whilecondition:



do

othis

an

ndthis



Example

x=0

whilex<5:



pr

rintx



x=x+1



Here is wh

hat you see



When thee while loop is

i first encoun

ntered, x = 0, and the x < 5 condition is satisfied annd

the loop is executed. In

n each iteratio

on the value of

o x is increm

mented by 1. W

When x = 5, tthe

nger satisfied and control breaks

b

out of tthe loop.

x<5 condiition is no lon

5.1.5 break and con

ntinue statem

ments

The break

k statement allows

a

program

m control to break

b

out of a for loop or a while loop.

Example

forletterin‘galaxy’

’:



if

fletter==‘

‘x’:





break



pr

rintletter



Here is wh

hat you see:
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Each of th

he letters in the

t word galaaxy are printted out turn bby turn until the letter ‘x’ is

reached. Since

S

the if condition

c

retu

urns true, the break statem

ment is encouuntered, and tthe

program breaks

b

out of the loop.

The contiinue statemen

nt on the other hand ends th

he current iteeration withouut executing tthe

remaining

g statements and

a begins thee next iteratio

on

Example

forletterin‘galaxy’

’:



if

fletter==‘

‘x’:





continue



pr

rintletter



Here is wh

hat you see:



Once again, each of th

he letters in the

t word galaaxy are printeed out turn byy turn until tthe

letter x is

i reached. Since the iff-condition reeturns true, the continu

ue statement is

encounterred. The currrent iteration is terminated

d before the pprint statemeent is executeed,

and the neext iteration begins.

b
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5.2



What’s Next?



You now possess enough basic knowledge of Python syntax to proceed with scripting for

Abaqus. The Python documentation, as well as a number of tutorials, are available at

www.python.org if you wish to study the language further.

Before we start working with more examples, let’s introduce you to some other important

topics such as macros and replay files. Please proceed to the next chapter.



6

Replay files, Macros and IDEs

6.1



Introduction



The Abaqus Scripting Interface consists of thousands of commands and attributes

separated into various Abaqus modules. It would be impossible for you to memorize all

of these. Fortunately there is an easier way – replay files. In this chapter we’ll talk about

how you can use these. We’ll also look at Macros, a feature provided by Abaqus, that

makes it easy to create simple scripts without requiring any actual coding. And we’ll get

you hooked up with a good text editor to type your scripts through the rest of the book.



6.2



Replay Files



In Chapter 2, Section 2.2 (page 32), we talked about how Python fits into the bigger

scheme of things. To summarize, when the user performs actions in the GUI

(Abaqus/CAE), Python commands are generated which pass through the interpreter and

are sent to the kernel. Fortunately for us, Abaqus keeps a record of these commands in

the form of a replay file with the extension ‘.rpy’.



Abaqus/CAE

GUI



Python

commands



Python

Interpreter



Abaqus/CAE

Kernel



Replay File

(.rpy)



The replay file is written in the current work directory. The work directory is C:\Temp by

default, and you can change it using File > Set Work Directory..
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The easiest way to look up the necessary commands is to perform an action in

Abaqus/CAE and then open up this replay file. If it is currently in use Abaqus may not let

you open it; in this case right click on it and choose copy to create a copy of it in

Windows Explorer that you can open.

NOTE: Abaqus Student Edition (current version at time of writing is 6.10-2) does not

write replay files. This is one of its limitations. You need to be using the commercial or

research editions of Abaqus for replay files to be written to the working directory.

However if all you have is the student version, you can achieve the same thing with

Macros. We will speak about these shortly. However I recommend you read the next

section since everything with replay scripts applies to macros as well.



6.3



Example - Compare replay with a well written script



You will find that sometimes the replay file alone is exactly what you need for creating a

script with minimal effort. For example if you open up a new moel in Abaqus/CAE, do a

bunch of stuff, create parts, materials etc, you could copy all the statements from the

replay file and save them in a .py file and use this in future to get back to the same point

starting from a new model. It would be sort of like saving the .cae, except python scripts

take up a lot less space and you can email them to people as text.

However if you are looking to work with the script, modify it, add iterative methods, or

parametrize it, the form of the script in the replay file will most likely not be ideal. I’ll

demonstrate this with an example.

a. Start up Abaqus/CAE. If Abaqus is already open close it and reopen it as you

start out with a blank replay file when you start a new Abaqus session.

b. Right click on Model-1 in the model tree and choose Rename. Name it Block

Model.

c. Double click on Parts in the model tree. You see the Create Part window.

d. Set the Name to Block, modeling space to 3D, type to Deformable,base

feature shape to Solid,base feature type to Extrusion and approximate size to

200. Click Continue. You see the sketcher.

e. Choose the Create Lines: Rectangle tool. Click on the origin of the graph and

then click anywhere in the top right quadrant to complete the rectangle.

f. Use the Add Dimension tool to give it a width of 25 and a height of 15.

g. Click the red X to close the Add Dimension tool and then Done to exit the

sketcher. You see the Edit Base Extrusion dialog box
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h. Give

G the extrussion a depth of 20. Click OK.

O You see the block in the viewport..

i. Choose

C

the Crreate Round or Fillet too

ol. Click on thhe top left eddge of the bloock

to

o select it and

d choose Donee

j. Give

G it a radius of 1.

k. Click

C

the red X to exit the Create

C

Round

d or Fillet toool.



Now look

k in the Abaqu

us work direcctory which iss C:\Temp byy default or w

whatever you’ve

set it to be. Open it in a text editor such as WordPad w

which comes with window

ws.

w the replay file as a lott of the carriaage returns aare

(Notepad will not be good to view

removed).

hat you will see

s (FYI I hav

ve modified th

he informatioon in the top 3 lines):

Here is wh

#Abaqus/CAERelease6

6.101replay

yfile

#InternalVersion:xx

xxxxxxxxxxxxx

xxxx

#RunbyxxxxxxonSat

tMonthDayxx:

:xx:xx2011

#



#fromdriverUtilsimp

portexecuteO

OnCaeGraphics

sStartup

#executeOnCaeGraphics

sStartup()

#:Executing"onCaeGra

aphicsStartup

p()"inthes

sitedirector y...

fromabaqusimport*

fromabaqusConstantsi

import*

session.Viewport(name=

='Viewport:1

1',origin=(0

0.0,0.0),wi dth=411.13643

39800262,

height=212.0194452

240498)

session.viewports['Vie

ewport:1'].m

makeCurrent()

session.viewports['Vie

ewport:1'].m

maximize()

fromcaeModulesimport

t*

fromdriverUtilsimpor

rtexecuteOnC

CaeStartup
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executeOnCaeStartup()

session.viewports['Viewport:1'].partDisplay.geometryOptions.setValues(

referenceRepresentation=ON)

mdb.models.changeKey(fromName='Model1',toName='BlockModel')

session.viewports['Viewport:1'].setValues(displayedObject=None)

s=mdb.models['BlockModel'].ConstrainedSketch(name='__profile__',

sheetSize=200.0)

g,v,d,c=s.geometry,s.vertices,s.dimensions,s.constraints

s.setPrimaryObject(option=STANDALONE)

s.rectangle(point1=(0.0,0.0),point2=(22.5,12.5))

s.ObliqueDimension(vertex1=v[3],vertex2=v[0],textPoint=(6.54132556915283,

6.48623704910278),value=25.0)

s.ObliqueDimension(vertex1=v[0],vertex2=v[1],textPoint=(8.33698463439941,

4.81651592254639),value=15.0)

p=mdb.models['BlockModel'].Part(name='Part1',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

p=mdb.models['BlockModel'].parts['Part1']

p.BaseSolidExtrude(sketch=s,depth=20.0)

s.unsetPrimaryObject()

p=mdb.models['BlockModel'].parts['Part1']

session.viewports['Viewport:1'].setValues(displayedObject=p)

delmdb.models['BlockModel'].sketches['__profile__']

p=mdb.models['BlockModel'].parts['Part1']

e=p.edges

p.Round(radius=1.0,edgeList=(e[4],))



As you can see, Abaqus has been recording everything you did in CAE in the replay file

from the moment the software started up.

You see some statements that you would normally include in all scripts such as

fromabaqusimport*

fromabaqusConstantsimport*



But you would be unlikely to write statements such as

session.Viewport(name='Viewport:1',origin=(0.0,0.0),width=411.136439800262,

height=212.019445240498)

session.viewports['Viewport:1'].makeCurrent()

session.viewports['Viewport:1'].maximize()

fromcaeModulesimport*

fromdriverUtilsimportexecuteOnCaeStartup

executeOnCaeStartup()



in your script since you probably don’t want your script to change the size of the

viewport that it is run in, nor are you likely to want to run a startup script.
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The remaining statements are the meat of the script. They rename the model, draw the

sketch and create the part, and fillet it. However they are written in a very literal sense.

For example, the ObliqueDimensions() command is used to dimension the edges of the

rectangle. When you are using a script you are more likely to enter in the exact

coordinates in the rectangle() method as point1 and point2 as we did in the cantilever

beam example.

In addition the statements dealing with the edge round

e=p.edges

p.Round(radius=1.0,edgeList=(e[4],))



appear to assign all the edges of the block to a variable ‘e’, and then Abaqus refers to the

desired edge as e[4] which makes sense to it internally as it stores each of the Edge

objects in a certain order; but this does not make any sense to a human.

Here is what this same script would look like if I wrote it.

#********************************************************************************

#Createablockwitharoundededge



#Createdforthebook"PythonScriptsforAbaqusLearnbyExample"

#Author:GautamPuri

#********************************************************************************



fromabaqusimport*

fromabaqusConstantsimport*



#

#Createthemodel(ormoreaccurately,renametheexistingone)



mdb.models.changeKey(fromName='Model1',toName='BlockModel')

blockModel=mdb.models['BlockModel']



session.viewports['Viewport:1'].setValues(displayedObject=None)



#

#Createthepart



importsketch

importpart



#a)Sketchtheblockcrosssectionusingtherectangletool

blockProfileSketch=blockModel.ConstrainedSketch(name='BlockCSProfile',

sheetSize=200)

blockProfileSketch.rectangle(point1=(0.0,0.0),point2=(25.0,15.0))
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#b)Createa3Ddeformablepartnamed"Block"byextrudingthesketch

blockPart=blockModel.Part(name='Block',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

blockPart.BaseSolidExtrude(sketch=blockProfileSketch,depth=20)



#

#Roundtheedge



edge_for_round=blockPart.edges.findAt((12.5,15.0,20.0),)

blockPart.Round(radius=1.0,edgeList=(edge_for_round,))



The first thing you notice is how much more readable this script is. Secondly (and more

importantly), we do not refer to internal edge or vertex lists. The statements for rounding

the edge are

edge_for_round=blockPart.edges.findAt((12.5,15.0,20.0),)

blockPart.Round(radius=1.0,edgeList=(edge_for_round,))



The findAt() method refers to coordinates that we can visualize by scribbling the block

on a piece of paper. If you decided you wanted to round another edge in a second

iteration of the analysis, you could change the coordinates right here and rerun the script.

The replay file script on the other hand cannot be modified, since you wouldn’t know

what to change e[4] to since we do not know the sequence of Abaqus’s internal edge list.

So you see that the replay file is useful only if you want to exactly replay what was done

in Abaqus. However it requires some work to modify it for any other use. As it gets

longer it will require too many major changes to be worth the effort.

However having a replay file helps you write your own script. You can see that the major

methods used were the same in the replay script and the one I wrote. These include

changeKey(), ConstrainedSketch(), rectangle(), BaseSolidExtrude() and Round(). By

performing a task in Abaqus/CAE and looking at the replay file we very quickly know

the names of the methods that need to be used and what arguments they require. While it

is easy to remember a name like Round(), you are unlikely to remember the names of the

thousands of other methods available through the Abaqus Scripting Interface. The replay

file will tell you at a glance the names of the methods you need, and you can then look

these up in the Abaqus Scripting Reference Manual to understand and use them.

Note also that my code is very similar to that used in the Cantilever Beam example. I

have infact copied and pasted that code here, and modified it using some help from the

replay file. The fastest way to write Python scripts is to reuse code where possible,
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modify itt suitably, an

nd find out what

w

new methods

m

are rrequired by pperforming tthe

required task

t

in Abaqu

us/CAE and reading the replay file. Thee only place yyou can’t reallly

do this iss when dealiing with outtput databases, but we’ll get to ODB

B object moddel

interrogattion (after a feew hundred pages)

p

and teaach you what yyou need to kknow then.



6.4



Ma

acros



Macros are similar to replay files. The differen

nce between them is that the replay ffile

starts at th

he beginning of your Abaq

qus session an

nd is continuoously updatedd until you cloose

Abaqus/C

CAE. In addition it can only

o

be saved

d by makingg a copy of tthe .rpy file in

Windows Explorer oth

herwise it willl get overwrittten during y our next sesssion. Macros on

ne at what po

oint the replaay data shouuld start getting

the other hand allow you to defin

nd when it sh

hould stop. In addition you

u can give thee replay data a name and call

logged, an

it later fro

om within Ab

baqus. The staatements in it will be the saame as those in the .rpy fiile,

except yo

ou won’t havee to search th

hrough hundreeds of lines oof other replaay statements to

find the feew you need.

Macros arre stored in a file called ‘aabaqusMacross.py’. Abaquss stores each macro withinn a

function with

w the namee you assign to

t the macro.

Let’s dem

monstrate this::

Start Abaaqus/CAE (o

or open a neew model in

n Abaqus/CA

AE). Go to File > Maccro

Managerr.



You see th

he Macro Ma

anager dialog

g box as show

wn in the figuure.

Click on Create.

C

You see the Creatte Macro dialog box.
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Es



Type in a name for the

t macro succh as BlockM

Macro. It neeeds to be onne word as you

cannot haave a space in

n a macro nam

me. This is beecause the naame of the maacro will be tthe

name of th

he function in

n the abaqusM

Macros.py filee and functionn names cannnot have spacees.

Change th

he directory to

t Work so that the macro

o is saved in the Abaqus w

work directorry.

Click Con

ntinue.



Abaqus begins recordin

ng the macro.

me the model,, create the paart

Repeat alll the steps described in thee previous secction to renam

‘Block’ an

nd round the edge. Then cllick Stop Reccording.

You see BlockMacro

B

appear

a

in the list

l in the Maacro Manager.. As you creaate more macrros

they will appear

a

here.

Open ‘abaaqusMacros.p

py’ in the worrk directory. Here’s

H

what tthe contents w

will look like:

#Donotdeletethefo

ollowingimpo

ortlines

fromabaqusimport*

fromabaqusConstantsi

import*

import__main__



defBlockMacro():

importsection

importregionTools

set

importdisplayGrou

upMdbToolsetasdgm

importpart

importmaterial

importassembly

importstep
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importinteraction

importload

importmesh

importjob

importsketch

importvisualization

importxyPlot

importdisplayGroupOdbToolsetasdgo

importconnectorBehavior

mdb.models.changeKey(fromName='Model1',toName='BlockModel')

session.viewports['Viewport:1'].setValues(displayedObject=None)

s1=mdb.models['BlockModel'].ConstrainedSketch(name='__profile__',

sheetSize=200.0)

g,v,d,c=s1.geometry,s1.vertices,s1.dimensions,s1.constraints

s1.setPrimaryObject(option=STANDALONE)

s1.rectangle(point1=(0.0,0.0),point2=(22.5,13.75))

s1.ObliqueDimension(vertex1=v[3],vertex2=v[0],textPoint=(16.4174423217773,

4.17431116104126),value=25.0)

s1.ObliqueDimension(vertex1=v[0],vertex2=v[1],textPoint=(5.90002059936523,

7.25688123703003),value=15.0)

p=mdb.models['BlockModel'].Part(name='Block',dimensionality=THREE_D,

type=DEFORMABLE_BODY)

p=mdb.models['BlockModel'].parts['Block']

p.BaseSolidExtrude(sketch=s1,depth=20.0)

s1.unsetPrimaryObject()

p=mdb.models['BlockModel'].parts['Block']

session.viewports['Viewport:1'].setValues(displayedObject=p)

delmdb.models['BlockModel'].sketches['__profile__']

p=mdb.models['BlockModel'].parts['Block']

e1=p.edges

p.Round(radius=1.0,edgeList=(e1[4],))



You notice that the name of our macro ‘BlockMacro’ is the name of the function

(indicated by the def keyword). In addition there are a number of import statements to

import all modules that might be required by almost any script. Other than that the

statements are the same as the ones in the replay file. Essentially what Abaqus has done

is given you the statements of the replay file that were written while the macro was

recording.

You can run an existing macro from the Macro Manager by choosing it from the list and

clicking Run. In our case this will only work in a new model because we rename ‘Model1’ to ‘Block Model’. (If no ‘Model-1’ is present then you will get an error.) If you’d used

the macro to do something like create a material, you could then run the macro inside any

instance of Abaqus and it would create that material for you again.
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You can see how macros help you perform a repetitive task without actually writing a

single Python statement yourself. The added advantage is that users of Abaqus Student

Edition can use this in place of the replay file which they do not have access to. In fact

even if you’re using the Research or Commercial editions of Abaqus, you may prefer to

create a macro of a task you are trying to script in order to see which commands

Abaqus/CAE uses as opposed to reading the replay file which will include everything

from the moment your Abaqus session began.



6.5



IDEs and Text Editors



Python scripts are basically text files with a .py extension. This means you can write

them in the most basic of text editors – Notepad – which ships with every version of

Windows. However you are unlikely to enjoy this experience too much, especially since

Python code needs to be indented. In addition notepad displays everything in one font

color, including things like comments, function names and import statements. This makes

everything harder to read, and also harder to debug. You might enjoy scripting with

something a little more sophisticated.

6.5.1 IDLE

IDLE is an IDE (integrated development environment) that is installed by default with

any Python installation. Chances are it is already installed on your system if you look in

the ‘Start’ menu in the Python application.

If you were programming in pure Python you could run your scripts directly from IDLE.

However since you will be writing scripts for Abaqus, they would need to be run from

within Abaqus/CAE (File > Run Script) or from the command line. You will essentially

use IDLE as a text editor.

6.5.2 Notepad ++

Notepad++ is a free code editor. It is like an enhanced version of Notepad that is great for

writing code. It has syntax highlighting and also displays line numbers next to statements

which helps with debugging code. In addition you can have multiple files open in

multiple tabs and switch between them easily. It supports a number of popular languages,

including Python, and will choose the appropriate language and coloring based on the file

extension.
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This may be better understood with a demonstration. Open a new file in Abaqus PDE

(File > New Model Database > With Standard/Explicit Model). Click the Start

Recording button in the toolbar which appears as a red circle. Repeat all the steps from

the previous section to rename the model, create a block and round an edge. Then click

the Stop Program button represented by the solid square.

fromabaqusTesterimport*

importabaqusGui

selectTreeListItem('ModelTree',('ModelDatabase','Models','Model1'),0)

showTreeListContextMenu('ModelTree')

selectMenuItem('ModelTreeMenu+Rename')

setTextFieldValue('RenameModel+RenameTo','BlockModel')

pressButton('RenameModel+Ok')

selectTreeListItem('ModelTree',('ModelDatabase','Models','BlockModel','Parts'),

0)

doubleClickTreeListItem('ModelTree',('ModelDatabase','Models','Block

Model','Parts'),0)

setTextFieldValue('prtG_PartCreateDB+Create','BlockPart')

pressButton('prtG_PartCreateDB+Continue')

pressButton('SketcherGeomToolbox+Rectangle')

clickInViewport('Viewport:1',(0.256754,0.321101),0.728166,LEFT_BUTTON)

clickInViewport('Viewport:1',(27.216,17.1468),0.728166,LEFT_BUTTON)

pressButton('SketcherConsToolbox+AddDimension')

clickInViewport('Viewport:1',(5.00671,0.0642202),0.728166,LEFT_BUTTON)

clickInViewport('Viewport:1',(8.21614,8.15596),0.728166,LEFT_BUTTON)

commitTextFieldValue('skcK_DimensionProcedure+NewDimension','25')

clickInViewport('Viewport:1',(0.513509,4.55963),0.728166,LEFT_BUTTON)

clickInViewport('Viewport:1',(6.54723,4.55963),0.728166,LEFT_BUTTON)

commitTextFieldValue('skcK_DimensionProcedure+NewDimension','15')

pressButton('Procedure+Cancel')

pressButton('prtK_NewPartProc+Done')

pressButton('prtG_ExtrudeFeatureDB+Ok')

pressFlyoutItem('CreateBlendFlyout+Round/Fillet')

clickInViewport('Viewport:1',(0.112969,0.0541739),0.0044191,LEFT_BUTTON)

pressButton('prtK_BlendRoundProc+Done')

commitTextFieldValue('prtK_BlendRoundProc+Radius','1.0')

pressButton('Procedure+Cancel')



You will notice that as you were working in the GUI, the .guiLog was storing a log of

everything you did in the GUI. It is evident that this log is of a different nature compared

to a script. It records information such as which button you clicked, where in the

viewport you clicked, and even trivial things like clicking the ‘cancel procedure’ red X.
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Let’s see how this guiLog can be used. Create a new model in Abaqus by going to File >

New Model Database > With Standard/Explicit Model. Leave the .guiLog file open in

Abaqus PDE

Click the ‘Play’ button represented by the solid triangle. You will see that each of the

lines in the .guiLog is highlighted one by one. At the same time, in the Abaqus/CAE

window, you see the corresponding task being performed. It is almost like you are

watching the person who created the guiLog at work except that you do not see their

mouse cursor moving about. You may find it useful to pass a .guiLog file along to

coworkers to demonstrate how you performed a task in the GUI.

At the bottom of the Abaqus PDE window, you see a message area and a command line

interface similar to the one you see in Abaqus/CAE. The difference is that this is a GUI

Command Line Interface whereas the one in Abaqus/CAE is a Kernel Command Line

Interface. You will understand the difference between the two when we cover GUI

customization in the last few chapters of the book. For now just know that a GUI API can

be called from here, so you could for instance check the functionality of a dialog box.

Abaqus PDE has a number of debugging features. You can use the ‘Set/Clear

Breakpoint at cursor location’ tool to set a breakpoint at any statement (does not

include comments or empty lines) and the statements before that point will be executed.

You can then choose to contine after a breakpoint if you wish.

You can access the Abaqus PDE debugger using Window > Debugger. The debugger is

displayed between the Abaqus PDE main window and the message area. You can display

the watch list by clicking on ‘show watch’. This allows you to watch the value of

variables as the script executes. To add a variable to the watch list right click on it in the

main window and select Add Watch: (variable name). This could be very useful for

debugging purposes. Then again in Python it is quite common to debug code using ‘Print’

statements so go with your preference.

6.5.4 Other options

A free IDE popular in the Python world is PythonWin. Some individuals prefer this to

IDLE. Another popular text editor is TextPad, which is quite similar to Notepad++.

However this is not currently free but I believe you can try a fully functional evaluation

version. A Google search will reveal many more options.



6.6 What’s Next? 93



6.6



What’s Next?



You will be relying heavily on replay files or macros when writing scripts, and you now

understand how these work. Hopefully you’ve also decided on an IDE or text editor to

use for subsequent examples.

You now have a basic knowledge of the Python programming language and an

understanding of how to write scripts for Abaqus. You also know about replay files and

macros. It is time to proceed to Part 2 of this book.



PART 2 – LEARN BY

EXAMPLE

We shall now begin scripting in earnest. Every chapter in Part 2 is made up of one

example. Each example introduces new topics and concepts. The first few

examples/chapters create simple single run simulations. Subsequent chapters delve into

topics of optimization, parameterization, output database processing and job monitoring.

For each example, the steps to perform the study in Abaqus/CAE are described. This is to

ensure that you know how to run the simulation in the GUI before you script it. Instead of

reading the procedure you may watch the videos on the book website. Following the

CAE procedure is the corresponding script, and line-by-line explanation.

You don’t necessarily need to read all of these chapters. However each of them

demonstrates different tasks and if something is repeated the previous occurrence will be

referenced. It might help to skim through each example and form a general idea of what

each script does, so that you know where to find reusable code when writing your own

scripts.
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In this example the following tasks will be demonstrated first using Abaqus/CAE, and

then using a Python script.

x

x

x

x

x

x

x

x

x

x

x

x



Create a part

Assign materials

Assign sections

Create an Assembly

Create a static, general step

Request field outputs

Assign loads

Assign boundary conditions

Create a mesh

Create and submit a job

Plot overlaid deformed and undeformed results and display node

numbers on plot

Plot field outputs



The new topics covered are:

x



x



7.2



Model / Preprocessing

o Work in 2D

o Create wire features

o Create sections of type ‘truss’ and specify cross sectional areas

o Use truss elements (with pin joints)

o Use concentrated force loads

Results / Post-processing

o Allow multiple plot states (both deformed and undeformed plots

overlaid)

o Use Common Plot Options -> Show Node Labels

o Display field output as color contours



Procedure in GUI



You can perform the simulation in Abaqus/CAE by following the steps listed below. You

can either read through these, or watch the video demonstrating the process on the book

website.
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1. Rename Model-1 to Truss Structure

a. Right-click on Model-1 in Model Database

b. Choose Rename..

c. Change name to Truss Structure

2. Create the part

a. Double-click on Parts in Model Database. Create Part window is displayed.

b. Set Name to Truss

c. Set Modeling Space to 2D Planar

d. Set Type to Deformable

e. Set Base Feature to Wire

f. Set Approximate Size to 10

g. Click OK. You will enter Sketcher mode.

3. Sketch the truss

a. Use the Create Lines:Connectedtool to draw the profile of the truss

b. Split the lines using the Split tool

c. Use Add Constraints > Equal Length tool to set the lengths of the required

truss elements to be equal

d. Use the Add Dimension tool to set the length of the horizontal elements to 2

m and the length of the vertical elements to 1.5 m.

e. Click Done to exit the sketcher.

4. Create the material

a. Double-click on Materials in the Model Database. Edit Material window is

displayed

b. Set Name to AISI 1005 Steel

c. Select General > Density. Set Mass Density to 7872 (which is 7.872 g/cc)

d. Select Mechanical > Elasticity > Elastic. Set Young’s Modulus to 200E9

(which is 200 GPa) and Poisson’s Ratio to 0.29.

5. Assign sections

a. Double-click on Sections in the Model Database. Create Section window is

displayed

b. Set Name to Truss Section

c. Set Category to Beam

d. Set Type to Truss

e. Click Continue… The Edit Section window is displayed.

f. In the Basic tab, set Material to the AISI 1005 Steel which was defined in

the create material step.
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6.



7.



8.



9.



g. Set Cross-sectional Area to 3.14E-4

h. Click OK.

Assign the section to the truss

a. Expand the Parts container in the Model Database. Expand the part Truss.

b. Double-click on Section Assignments

c. You see the message Select the regions to be assigned a section displayed

below the viewport

d. Click and drag with the mouse to select the entire truss.

e. Click Done. The Edit Section Assignment window is displayed.

f. Set Section to Truss Section.

g. Click OK.

h. Click Done.

Create the Assembly

a. Double-click on Assembly in the Model Database. The viewport changes to

the Assembly Module.

b. Expand the Assembly container.

c. Double-click on Instances. The Create Instance window is displayed.

d. Set Parts to Truss

e. Set Instance Type to Dependent (mesh on part)

f. Click OK.

Create Steps

a. Double-click on Steps in the Model Database. The Create Step window is

displayed.

b. Set Name to Loading Step

c. Set Insert New Step After to Initial

d. Set Procedure Type to General > Static, General

e. Click Continue.. The Edit Step window is displayed

f. In the Basic tab, set Description to Loads are applied to the truss in this

step.

g. Click OK.

Request Field Outputs

a. Expand the Field Output Requests container in the Model Database.

b. Right-click on F-Output-1 and choose Rename…

c. Change the name to Selected Field Outputs

d. Double-click on Selected Field Outputs in the Model Database. The Edit

Field Output Request window is displayed.
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e. Select the desired variables by checking them off in the Output Variables

list. The variables we want are S (stress components and invariants), U

(translations and rotations), RF (reaction forces and moments), and CF

(concentrated forces and moments). Uncheck the rest. You will notice that

the text box above the output variable list displays S,U,RF,CF

f. Click OK.

10. Assign Loads

a. Double-click on Loads in the Model Database. The Create Load window is

displayed

b. Set Name to Force1

c. Set Step to Loading Step

d. Set Category to Mechanical

e. Set Type for Selected Step to Concentrated Force

f. Click Continue…

g. You see the message Select points for the load displayed below the

viewport

h. Select the upper left node by clicking on it

i. Click Done. The Edit Load window is displayed

j. Set CF2 to -3000 to apply a 3000 N force in downward (negative Y)

direction

k. Click OK

l. You will see the force displayed with an arrow in the viewport on the

selected node

m. Repeat steps a-l two more times, once each for the upper middle and upper

right node. Name the forces Force2 and Force3, and set them to -5000 and 6000 respectively.

11. Apply boundary conditions

a. Double-click on BCs in the Model Database. The Create Boundary

Condition window is displayed

b. Set Name to Pin1

c. Set Step to Initial

d. Set Category to Mechanical

e. Set Types for Selected Step to Displacement/Rotation

f. Click Continue…

g. You see the message Select regions for the boundary condition displayed

below the viewport
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h. Select the two nodes on the extreme left. You can press the “Shift” key on

your keyboard to select both at the same time.

i. Click Done. The Edit Boundary Condition window is displayed.

j. Check off U1 and U2. This will create a pin joint which does not allow

translation but permits rotation.

k. Click OK.

12. Create the mesh

a. Expand the Parts container in the Model Database.

b. Expand Truss

c. Double-click on Mesh (Empty). The viewport window changes to the Mesh

module and the tools in the toolbar are now meshing tools.

d. Using the menu bar click on Mesh > Element Type …

e. You see the message Select the regions to be assigned element types

displayed below the viewport

f. Click and drag using your mouse to select the entire truss.

g. Click Done. The Element Type window is displayed.

h. Set Element Library to Standard

i. Set Geometric Order to Linear

j. Set Family to Truss

k. You will notice the message T2D2: A 2-node linear 2-D truss

l. Click OK

m. Click Done

n. Using the menu bar lick on Seed > Edge by Number

o. You see the message Select the regions to be assigned local seeds displayed

below the viewport

p. Click and drag using your mouse to select the entire truss

q. Click Done.

r. You see the prompt Number of elements along the edges displayed below

the viewport.

s. Set it to 1 and press the “Enter” key on your keyboard

t. Click Done

u. Using the menu bar click on Mesh > Part

v. You see the prompt OK to mesh the part? displayed below the viewport

w. Click Yes

13. Create and submit the job
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a. Double-click on Jobs in the Model Database. The Create Job window is

displayed

b. Set Name to TrussAnalysisJob

c. Set Source to Model

d. Select Truss Structure (it is the only option displayed)

e. Click Continue.. The Edit Job window is displayed

f. Set Description to Analysis of truss under concentrated loads

g. Set Job Type to Full Analysis.

h. Leave all other options at defaults

i. Click OK

j. Expand theJobs container in the Model Database

k. Right-click on TrussAnalysisJob and choose Submit. This will run the

simulation. You will see the following messages in the message window:

The job input file "TrussAnalysisJob.inp" has been submitted for

analysis.

Job TrussAnalysisJob: Analysis Input File Processor completed

successfully

Job TrussAnalysisJob: Abaqus/Standard completed successfully

Job TrussAnalysisJob completed successfully

14. Plot results deformed and undeformed

a. Right-click on TrussAnalysisJob (Completed) in the Model Database.

Choose Results.The viewport changes to the Visualization module.

b. In the toolbar click the Plot Undeformed Shape tool. The truss is displayed

in its undeformed state.

c. In the toolbar click the Plot Deformed Shape tool. The truss is displayed in

its deformed state.

d. In the toolbar click the Allow Multiple Plot States tool. Then click the Plot

Undeformed Shape tool. Both undeformed and deformed shapes are now

visible superimposed on one another.

e. Click again on the Allow Multiple Plot States tool to disallow this feature.

Click on Plot Deformed Shape to have the deformed state displayed once

again in the viewport.

f. In the toolbar click the Common Options tool. The Common Plot Options

window is displayed.

g. In the Labels tab check Show node labels

h. Click OK. The nodes are now numbered on the truss in the viewport.
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15. Plot Field Outputs

a. Using the menu bar click on Result > Field Output... The Field Output

window is displayed.

b. In the Output Variable list select U which has the description Spatial

displacement at nodes. In the Invariant list Magnitude is displayed. In the

Components list U1 and U2 are displayed

c. In the Invariant list select Magnitude. Click Apply. You might see the

Select Plot State window with the message The field output variable has

been set, but it will not affect the current Display Group instance unless

a different plot state is selected below. For the Plot state select Contour

and click OK.

d. Click OK to close the Field Output window. You notice in the viewport a

color contour has been applied on the truss with a legend indicating the U

magnitude.

e. Once again, using the menu bar click on Result > Field Output... The Field

Output window is displayed.

f. In the Output Variable list select U which has the description Spatial

displacement at nodes.

g. In the Component list select U1.

h. Click OK. The visualization updates to display U1 which is displacement in

the X direction.
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Python Script



The following Python script replicates the above procedure for the static analysis of the

truss. You can find it in the source code accompanying the book in truss.py. You can run

it by opening a new model in Abaqus/CAE (File > New Model database > With

Standard/Explicit Model) and running it with File > Run Script…

fromabaqusimport*

fromabaqusConstantsimport*

importregionToolset



session.viewports['Viewport:1'].setValues(displayedObject=None)



#

#Createthemodel



mdb.models.changeKey(fromName='Model1',toName='TrussStructure')

trussModel=mdb.models['TrussStructure']
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#

#Createthepart



importsketch

importpart



trussSketch=trussModel.ConstrainedSketch(name='2DTrussSketch',sheetSize=10.0)

trussSketch.Line(point1=(0,0),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,0))

trussSketch.Line(point1=(4,0),point2=(6,0))

trussSketch.Line(point1=(0,1.5),point2=(2,1.5))

trussSketch.Line(point1=(2,1.5),point2=(4,1.5))

trussSketch.Line(point1=(0,1.5),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,1.5))

trussSketch.Line(point1=(4,1.5),point2=(6,0))

trussSketch.Line(point1=(2,0),point2=(2,1.5))

trussSketch.Line(point1=(4,0),point2=(4,1.5))



trussPart=trussModel.Part(name='Truss',dimensionality=TWO_D_PLANAR,

type=DEFORMABLE_BODY)

trussPart.BaseWire(sketch=trussSketch)



#

#Creatematerial



importmaterial



#CreatematerialAISI1005Steelbyassigningmassdensity,youngsmodulus

#andpoissonsratio

trussMaterial=trussModel.Material(name='AISI1005Steel')

trussMaterial.Density(table=((7872,),))

trussMaterial.Elastic(table=((200E9,0.29),))



#

#Createasectionandassignthetrusstoit

importsection



trussSection=trussModel.TrussSection(name='TrussSection',

material='AISI1005Steel',

area=3.14E4)



edges_for_section_assignment=trussPart.edges.findAt(((1.0,0.0,0.0),),

((3.0,0.0,0.0),),

((5.0,0.0,0.0),),

((1.0,1.5,0.0),),

((3.0,1.5,0.0),),

((1.0,0.75,0.0),),

((3.0,0.75,0.0),),

((5.0,0.75,0.0),),

((2.0,0.75,0.0),),

((4.0,0.75,0.0),))





104 Static Analysis of a Loaded Truss

truss_region=regionToolset.Region(edges=edges_for_section_assignment)

trussPart.SectionAssignment(region=truss_region,sectionName='TrussSection')



#

#Createtheassembly



(RemovedfromPreview)





#

#Createthestep



(RemovedfromPreview)





#

#Createthefieldoutputrequest





(RemovedfromPreview)





#

#Createthehistoryoutputrequest

#Wewantthedefaultssowe'llleavethissectionblank



#

#Applyloads





(RemovedfromPreview)





#

#Applyboundaryconditions





(RemovedfromPreview)



#

#Createthemesh





(RemovedfromPreview)



#

#Createandrunthejob





(RemovedfromPreview)
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#

#Postprocessing



importvisualization



truss_Odb_Path='TrussAnalysisJob.odb'

odb_object=session.openOdb(name=truss_Odb_Path)



session.viewports['Viewport:1'].setValues(displayedObject=odb_object)

session.viewports['Viewport:1'].odbDisplay.display\

.setValues(plotState=(DEFORMED,))



#Plotthedeformedstateofthetruss

truss_deformed_viewport=session.Viewport(name='TrussinDeformedState')

truss_deformed_viewport.setValues(displayedObject=odb_object)

truss_deformed_viewport.odbDisplay.display.setValues(plotState=(UNDEFORMED,

DEFORMED,))

truss_deformed_viewport.odbDisplay.commonOptions.setValues(nodeLabels=ON)

truss_deformed_viewport.odbDisplay.commonOptions.setValues(elemLabels=ON)

truss_deformed_viewport.setValues(origin=(0.0,0.0),width=250,height=160)



#PlottheoutputvariableU(spatialdisplacementsatnodes)asitsMagnitude

#invariant

#ThisistheequivalentofgoingtoReport>FieldOutputandchoosingto

#outputUwithInvariant:Magnitude

truss_displacements_magnitude_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(Magnitude)')

truss_displacements_magnitude_viewport.setValues(displayedObject=odb_object)

truss_displacements_magnitude_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(INVARIANT,

'Magnitude'))

truss_displacements_magnitude_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))

truss_displacements_magnitude_viewport.setValues(width=250,height=160)

truss_displacements_magnitude_viewport.offset(20,10)



#PlottheoutputvariableU(spatialdisplacementsatnodes)asitsU1component

#ThisistheequivalentofgoingtoReport>FieldOutputandchoosingtooutput

#UwithComponent:U1

truss_displacements_U1_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(U1Component')

truss_displacements_U1_viewport.setValues(displayedObject=odb_object)

truss_displacements_U1_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(COMPONENT,'U1'))

truss_displacements_U1_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))

truss_displacements_U1_viewport.setValues(width=250,height=160)

truss_displacements_U1_viewport.offset(40,20)
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session.viewports['Viewport:1'].sendToBack()





7.4



Examining the Script



Let’s go through the entire script, statement by statement, and understand how it works.

7.4.1 Initialization (import required modules)

The block dealing with this initialization is

fromabaqusimport*

fromabaqusConstantsimport*

importregionToolset



session.viewports['Viewport:1'].setValues(displayedObject=None)



These statements are identical to those used in the Cantilever Beam example and were

explained in section 4.3.1 on page59

7.4.2 Create the model

The following code block creates the model

#

#Createthemodel



mdb.models.changeKey(fromName='Model1',toName='TrussStructure')

trussModel=mdb.models['TrussStructure']



These statements rename the model from ‘Model-1’ to ‘Truss Structure’. They are almost

identical to those used in the Cantilever Beam example and were explained in section

4.3.2 on page 61.

7.4.3 Create the part

The following block creates the part

#

#Createthepart



importsketch

importpart



trussSketch=trussModel.ConstrainedSketch(name='2DTrussSketch',sheetSize=10.0)
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trussSketch.Line(point1=(0,0),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,0))

trussSketch.Line(point1=(4,0),point2=(6,0))

trussSketch.Line(point1=(0,1.5),point2=(2,1.5))

trussSketch.Line(point1=(2,1.5),point2=(4,1.5))

trussSketch.Line(point1=(0,1.5),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,1.5))

trussSketch.Line(point1=(4,1.5),point2=(6,0))

trussSketch.Line(point1=(2,0),point2=(2,1.5))

trussSketch.Line(point1=(4,0),point2=(4,1.5))



trussPart=trussModel.Part(name='Truss',dimensionality=TWO_D_PLANAR,

type=DEFORMABLE_BODY)

trussPart.BaseWire(sketch=trussSketch)

importsketch

importpart



These statements import the sketch and part modules into the script, thus providing

access to the objects related to sketches and parts. They were explained in section 4.3.3

on page62.

trussSketch=trussModel.ConstrainedSketch(name='2DTrussSketch',sheetSize=10.0)



This statement creates a constrained sketch object by calling the ConstrainedSketch()

method of the Model object. This was explained in section 4.3.3 on page 63.

trussSketch.Line(point1=(0,0),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,0))

trussSketch.Line(point1=(4,0),point2=(6,0))

trussSketch.Line(point1=(0,1.5),point2=(2,1.5))

trussSketch.Line(point1=(2,1.5),point2=(4,1.5))

trussSketch.Line(point1=(0,1.5),point2=(2,0))

trussSketch.Line(point1=(2,0),point2=(4,1.5))

trussSketch.Line(point1=(4,1.5),point2=(6,0))

trussSketch.Line(point1=(2,0),point2=(2,1.5))

trussSketch.Line(point1=(4,0),point2=(4,1.5))



The statements use the Line() method of the ConstrainedSketchGeometry object. The

ConstrainedSketchGeometry object stores the geometry of a sketch, such as lines,

circles,

arcs,

and

construction

lines.

The

sketch

module

defines

ConstrainedSketchGeometry objects. The first parameter point1 is a pair of floats

specifying the coordinates of the first endpoint of the line. The second parameter point2

is a pair of floats specifying the coordinates of the second endpoint.

trussPart=trussModel.Part(name='Truss',dimensionality=TWO_D_PLANAR,

type=DEFORMABLE_BODY)
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This statement creates a Part object and places it in the parts repository. The name of the

part (its key in the repository) is set to ‘Truss’ and its dimensionality is set to a

SymbolicConstant TWO_D_PLANAR which defines it to be a 2D part. It is defined to

be of the type deformable body using the DEFORMABLE_BODY SymbolicConstant.

trussPart.BaseWire(sketch=trussSketch)



This statement calls the BaseWire() method which creates a Feature object by creating a

planar wire from the ConstrainedSketch object trussSketch which is passed to it as an

argument. Feature objects were explained in section 4.3.3 on page 64.

7.4.4 Define the materials

The following block of code creates the material for the simulation

#

#Creatematerial



importmaterial



#CreatematerialAISI1005Steelbyassigningmassdensity,youngsmodulus

#andpoissonsratio

trussMaterial=trussModel.Material(name='AISI1005Steel')

trussMaterial.Density(table=((7872,),))

trussMaterial.Elastic(table=((200E9,0.29),))



The statements are almost identical to those used in the Cantilever Beam example and

were explained in section 4.3.4 on page 64.

7.4.5 Create sections and make section assignments

The following block creates the section and assigns it to the truss

#

#Createasectionandassignthetrusstoit

importsection



trussSection=trussModel.TrussSection(name='TrussSection',

material='AISI1005Steel',

area=3.14E4)



edges_for_section_assignment=trussPart.edges.findAt(((1.0,0.0,0.0),),

((3.0,0.0,0.0),),

((5.0,0.0,0.0),),

((1.0,1.5,0.0),),

((3.0,1.5,0.0),),
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((1.0,0.75,0.0),),

((3.0,0.75,0.0),),

((5.0,0.75,0.0),),

((2.0,0.75,0.0),),

((4.0,0.75,0.0),))



truss_region=regionToolset.Region(edges=edges_for_section_assignment)

trussPart.SectionAssignment(region=truss_region,sectionName='TrussSection')

importsection



This statement imports the section module making its properties and methods accessible

to the script.

trussSection=trussModel.TrussSection(name='TrussSection',

material='AISI1005Steel',

area=3.14E4)



This statement creates a TrussSection object using the TrussSection() method. The

TrussSection object is derived from the Section object which is defined in the section

module. The first parameter given to the method is a String for the name, which is used

as the repository key. The second parameter is the material, which has been defined. Note

that this material parameter must be a String, it cannot be a material object. That means

we cannot say material=trussMaterial even though we had defined the trussMaterial

variable earlier. ‘AISI1005 Steel’ on the other hand is a String, and it is the key assigned

to that material in the materials repository. The third argument, area, is an optional one.

It is a Float specifying the cross-sectional area of the truss members. Since our truss

members have a radius of 1 cm (or 0.01 m), their cross-sectional area is 0.000314 m2.

edges_for_section_assignment=trussPart.edges.findAt(((1.0,0.0,0.0),),

((3.0,0.0,0.0),),

((5.0,0.0,0.0),),

((1.0,1.5,0.0),),

((3.0,1.5,0.0),),

((1.0,0.75,0.0),),

((3.0,0.75,0.0),),

((5.0,0.75,0.0),),

((2.0,0.75,0.0),),

((4.0,0.75,0.0),))



This statement uses the findAt() method to find any objects in the EdgeArray (basically

edges) at the specified points or at a distance of less than 1E-6 from them. trussPart is

the part, trussPart.edges exposes the EdgeArray, and trussPart.edges.findAt() finds

the edge in the EdgeArray.
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T

The coord

dinates used were obtain

ned by drawin

ng a rough ssketch and ddetermining tthe

midpointss of each of th

he truss memb

bers. They aree displayed inn the figure below. Note thhat

the Z coo

ordinate was added when using the fin

ndAt() methood. Being a 22D object the Z

coordinatee is 0.0 for all points.



truss_region=regionT

Toolset.Regio

on(edges=edge

es_for_sectio n_assignment)



This statement creates a Region objject using thee Region() meethod. The Reegion() method

has no req

quired argum

ments, only op

ptional ones su

uch as elemeents, nodes, vvertices, edgees,

faces, cellls and a few more

m

listed in

n the documeentation. We uuse the edgess argument, annd

assign it the

t edges obtaained in the previous

p

stateement, which are the membber elements of

the truss.

on 4.3.5 of thhe Cantilever Beam exampple

The Region object itseelf was discussed in sectio

6 Note how

w the method used to creatte the region in this exam

mple is differeent

on page 67.

from that used in the Cantilever

C

Beeam example. With the beaam, a 3D objject, we creatted

beam_reg

gion with thee statement beam_region=

b

=(beamPart.ccells,) With tthe truss, a 22D

planar objject, we insteaad use the Reegion() metho

od and passingg the edges as arguments.

trussPart.SectionAssig

gnment(region

n=truss_regio

on,sectionNa me='TrussSec

ction')



This stateement createes a SectionA

Assignment object usingg the Section

nAssignment()

method. It

I is almost id

dentical to th

he one used in the Cantileever Beam exxample, section

4.3.5 on page 67.Thee first param

meter is the Region objeect created inn the previoous

statement, and the seccond parameteer is the nam

me we wish too give the seection, which is

also its keey in the sections repositorry.
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7.4.6



Create an assembly



(Section removed from Preview)



7.4.7



Create steps



(Section removed from Preview)



7.4.8



Create and define field output requests



(Section removed from Preview)



7.4.9



Create and define history output requests



(Section removed from Preview)



7.4.10 Apply loads



(Section removed from Preview)



7.4.11 Apply boundary conditions
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(Section removed from Preview)



7.4.12 Mesh



(Section removed from Preview)



7.4.13 Create and run the job



(Section removed from Preview)



7.4.14 Post processing – setting the viewport

The following code begins the post processing

#

#Postprocessing



importvisualization



truss_Odb_Path='TrussAnalysisJob.odb'

odb_object=session.openOdb(name=truss_Odb_Path)



session.viewports['Viewport:1'].setValues(displayedObject=odb_object)

session.viewports['Viewport:1'].odbDisplay.display\

.setValues(plotState=(DEFORMED,))



You have seen these statements used in the Cantilever Beam example. To refresh your

memory refer back to section 0 on page 69.

7.4.15 Plot the deformed state and modify common options

The following post processing block plots the deformed state of the truss and enables

node and element labels through the common options
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#Plotthedeformedstateofthetruss

truss_deformed_viewport=session.Viewport(name='TrussinDeformedState')

truss_deformed_viewport.setValues(displayedObject=odb_object)

truss_deformed_viewport.odbDisplay.display.setValues(plotState=(UNDEFORMED,

DEFORMED,))

truss_deformed_viewport.odbDisplay.commonOptions.setValues(nodeLabels=ON)

truss_deformed_viewport.odbDisplay.commonOptions.setValues(elemLabels=ON)

truss_deformed_viewport.setValues(origin=(0.0,0.0),width=250,height=160)

truss_deformed_viewport=session.Viewport(name='TrussinDeformedState')

truss_deformed_viewport.setValues(displayedObject=odb_object)



These 2 statements should look familiar to you. The first one creates a new Viewport

object (a new window on your screen) called ‘Truss in Deformed State’. The second

statement assigns the output database of the simulation to the viewport.

truss_deformed_viewport.odbDisplay.display.setValues(plotState=(UNDEFORMED,

DEFORMED,))



You have seen the setValues() method used in the Cantilever Beam example. The

difference here is that two symbolic keywords UNDEFORMED and DEFORMED have

been used together. This causes both to be displayed overlaid on one another in the

viewport window.

truss_deformed_viewport.odbDisplay.commonOptions.setValues(nodeLabels=ON)



This statement is the equivalent of clicking on the Common Options tool in the viewport

and checking off ‘show node labels’. Notice how we have again used the setValues()

method, just as in the last statement, but the arguments supplied to it are very different.

The parameters of the setValues() method depend on the context you are using it in.

truss_deformed_viewport.odbDisplay.commonOptions.setValues(elemLabels=ON)



This statement is the equivalent of clicking on the Common Options tool in the viewport

and checking off ‘show element labels’.

truss_deformed_viewport.setValues(origin=(0.0,0.0),width=250,height=160)



Once again we use the setValues() method on the Viewport object. This time we provide

3 optional arguments, the origin of the new viewport window, its width and its height.

7.4.16 Plot the field outputs

The following post processing block plots the field output variables
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#PlottheoutputvariableU(spatialdisplacementsatnodes)asitsMagnitude

#invariant

#ThisistheequivalentofgoingtoReport>FieldOutputandchoosingto

#outputUwithInvariant:Magnitude

truss_displacements_magnitude_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(Magnitude)')

truss_displacements_magnitude_viewport.setValues(displayedObject=odb_object)

truss_displacements_magnitude_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(INVARIANT,

'Magnitude'))

truss_displacements_magnitude_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))

truss_displacements_magnitude_viewport.setValues(width=250,height=160)

truss_displacements_magnitude_viewport.offset(20,10)



#PlottheoutputvariableU(spatialdisplacementsatnodes)asitsU1component

#ThisistheequivalentofgoingtoReport>FieldOutputandchoosingtooutput

#UwithComponent:U1

truss_displacements_U1_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(U1Component')

truss_displacements_U1_viewport.setValues(displayedObject=odb_object)

truss_displacements_U1_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(COMPONENT,'U1'))

truss_displacements_U1_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))

truss_displacements_U1_viewport.setValues(width=250,height=160)

truss_displacements_U1_viewport.offset(40,20)



session.viewports['Viewport:1'].sendToBack()



truss_displacements_magnitude_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(Magnitude)')

truss_displacements_magnitude_viewport.setValues(displayedObject=odb_object)



You are very familiar by now with the above 2 statements. We are creating a new

viewport window called ‘Truss Displacements at Nodes (Magnitude)’ and setting it to

draw its data from the output database file.

truss_displacements_magnitude_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(INVARIANT,

'Magnitude'))
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The setPrimaryVariable() method is used, which specifies the field output variable for

which to obtain results from the output database. The first required argument

variableLabel is a String specifying the field output variable we wish to plot. The second

required argument, outputPosition requires a SymbolicConstant specifying the position

from which to obtain data. One of the possible values is NODAL, which indicates we are

drawing the data from a node. The documentation lists other possible values. The third

argument is an optional one called refinement. It is only required if a refinement is

available for the specified variableLabel, which is the case here. It must be a sequence

of a SymbolicConstant and a String. We set the SymbolicConstant to INVARIANT and

the String to ‘Magnitude’.

truss_displacements_magnitude_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))



You once again see the setValues() method being used on the Display object. Previously

we set the plotState variable to the SymbolicConstants DEFORMED or

UNDEFORMED (or both). In this situation we are setting the plot state to

CONTOURS_ON_DEF which tells Abaqus to display the deformed state with a color

contour of the specified variable/quantity (ie, U) displayed on it.

truss_displacements_magnitude_viewport.setValues(width=250,height=160)



Once again we use the setValues() method on the viewport and provide the optional

width and height arguments to set the dimensions of the window.

truss_displacements_magnitude_viewport.offset(20,10)



The offset() method is used on the viewport to offset the location of this viewport

window from its current location by the specified X and Y coordinates. The offsets are

floats specified in millimeters. This is done so that our windows are not one on top of

another. It is not necessary to do this, it’s only done here for aesthetic purposes and to

demonstrate the offset() method to you.

truss_displacements_U1_viewport=session\

.Viewport(name='TrussDisplacementsatNodes(U1Component')

truss_displacements_U1_viewport.setValues(displayedObject=odb_object)

truss_displacements_U1_viewport.odbDisplay\

.setPrimaryVariable(variableLabel='U',

outputPosition=NODAL,

refinement=(COMPONENT,'U1'))

truss_displacements_U1_viewport.odbDisplay.display\

.setValues(plotState=(CONTOURS_ON_DEF,))
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truss_displacements_U1_viewport.setValues(width=250,height=160)

truss_displacements_U1_viewport.offset(40,20)



These statements repeat the process except this time the SymbolicConstant is set to

COMPONENT and the String to ‘U1’ in order to display the X component of the

displacement. Also the window has been offset by a different amount in order to reveal

the previous two underlying windows.

session.viewports['Viewport:1'].sendToBack()



This statement uses the sendToBack() method to ensure that the default viewport

window Viewport:1, which is the biggest window since we have not resized it, is behind

all the newly created ones. In Abaqus 6.10 it is not really necessary since the newer

windows automatically appear over the older ones but it might be helpful in older or

newer versions of the software.



7.5



Summary



You just performed a 2D static truss analysis using a script. You are now familiar with

the scripting commands most commonly used with such a simulation. Many of these

commands will be used again in subsequent examples, just as ones from the Cantilever

Beam example have been used here. There is no need to memorize these, you can always

refer back to the examples in this book and copy and paste code suitably modifying it to

fit your needs. Or you can use the replay file to assist you as well.
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Inttroduction
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Identiffy sets
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x

x

x

x

x

x

x



Create a dynamic, explicit step

Request history outputs

Assign loads

Assign boundary conditions

Create a mesh

Create and submit a job

Retrieve history outputs



The new topics covered are:

x



x



Model / Preprocessing

o Create sets in the assembly

o Change step time period and tell Abaqus to include non-linear geometry

effects

o Use history output requests specifying the domain and frequency of

history outputs

o Specify point of application of loads using sets

Results / Post-processing

o Plot history outputs

o Save XY data of history output plots

o Write XY data to a report

o Display Field Output as color contours



(Remaining sections removed from preview)
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8.4



Summary



A few more concepts were covered in this chapter among which are creating sets, and

post processing methods such as plotting XY data on a chart, and reporting it to an output

file. We used some interesting tactics to discover the keys of the XY Data and latch onto

it. These methods will likely be used by you in many scripts in the future.
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Inttroduction
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The beam

m profile dimeensions are dissplayed in thee figure.
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u both join connectors
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In this exercise the folllowing tasks will be perfo

ormed first u sing Abaqus//CAE, and thhen

using a Py

ython script.
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n materials
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n constraints with

w constrain

nt equations

Createe a step

Assign

n loads

Assign

n boundary co

onditions

Createe a mesh

Createe and submit a job
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The following new topics are covered in this example:

x



Model / Preprocessing

o Create a part starting with a reference point

o Create datum planes and datum lines

o Create beam elements in 3D using the ‘Create Lines: Connected’ and

‘Create Wire: Point to Point’ tools

o Create beam sections and define beam profile geometry

o Orient beams and render the orientations in the viewport

o Use connectors (wire features + connector sections) to create joints

o Use constraint equations to simulate joints

o Use line loads



(Remaining sections removed from preview)



9.5



Summary



Some of the new topics covered in this chapter included creating datum planes and datum

lines using a script. We also created connectors and constraint equations to simulate

joints. You created a line load by using the Region() method a little differently to return a

set-based region as opposed to a surface based one. These build on your knowledge of

Python scripting in Abaqus.
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xample the fo

ollowing task
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In this ex

then using
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Createe a part

Assign

n materials

Assign

n sections

Createe an Assembly

y

Createe a static, geneeral step

Requeest field outpu

uts

Deletee history outpu

uts

Createe datum points and partition

n faces

Assign

n loads

Assign

n boundary co

onditions

Createe a mesh

Createe and submit a job

Reportt field outputss to an extern

nal file



wing new top

pics are covereed in this exaample:

The follow

x



Model

M

/ Prepro

ocessing

o Work in 3D with a planar shell
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o



x



Create sections of type ‘shell’, specify section integration properties and

assign shell thickness

o Define shell offset when assigning sections

o Turn NLGEOM (non-linear geometry) option on/off as required

o Delete history outputs

o Create partitions for the purpose of generating selectable nodess

Results / Post-processing

o Show element labels on meshed model

o Change the sort variable and sort order in the report profile

o View/Change the work directory



(Remaining sections removed from preview)



10.5 Summary

In this chapter we partitioned faces, displayed contours on a deformed plot, and reported

field output to an external file. These are tasks you will undoubtedly script again in

future.



11

Heeat Trransfer Anaalysis

11.1 Inttroduction

In this ch

hapter we wiill perform a heat transfeer analysis oon a rectanguular block. T

The

problem is displayed in

n the figure.



nsions and material

m

properrties are displlayed in the ffollowing figuure. The unit of

The dimen

length is meters.

m
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In this ex

xercise the following taskss will be perfformed first uusing the Abbaqus GUI, annd

then using

g a Python scrript.

x

x

x

x

x

x

x

x

x

x

x

x



Createe a part

Assign

n materials

Assign

n sections

Createe an Assembly

y

Createe a datum plan

ne and partitio

on a part

Createe a heat transffer step

Assign

n boundary co

onditions

Assign

n loads

Createe a mesh

Createe and submit a job

Plot co

ontours

Chang

ge view orienttation



wing new top

pics are covereed in this exaample:

The follow

x



Model

M

/ Prepro

ocessing

o Createe a steady statte or transientt heat transferr step

o Assign

n heat flux loaads and consttant temperatuure boundary conditions

o Use in

nteractions to define convection and raddiation heat looss mechanism

ms
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o



x



Modify model attributes to define the Stefan-Boltzmann constant and

absolute zero of temperature scale

Results / Post-processing

o Display nodal temperatures as a color contour

o Orient the viewport display and save custom views



(Remaining sections removed from preview)



11.5 Summary

In this chapter we scripted a steady state heat transfer model. This included applying heat

flux loads and constant temperature boundary conditions. You also learnt to change the

primary variable in Abaqus/Viewer to plot a color contour and to change the camera

angle. The heat transfer example used here was a very simple one, the aim was to

introduce you to a few of the commands you are likely to use in a Python script. The

Abaqus Scripting Reference explains in detail all of the options available to you for heat

transfer analyses.



12

Contac

C

ct Ana

alysis (Conttact Paairs

Metho

M od)

12.1 Inttroduction

In this chaapter we will perform a co

ontact analysis. The probleem is displayeed in the figurre.

We will use

u the contacct pairs metho

od (as opposed

d to the generral contact meethod).



We use frrictional properties for the contact interaction betweeen the rectanggular block annd

the plank,, and frictionlless contact beetween the pllank and the ccurved block.
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The dimen

nsions the paarts are display

yed in the fig

gure. All dimeensions are inn SI with lenggth

in meters..



In this example the folllowing taskss will be perfo

formed first uusing Abaqus//CAE, and thhen

ython script.

using a Py

x

x

x

x

x

x



Createe a part

Assign

n materials

Assign

n sections

Createe an Assembly

y using face to face constraaints

Createe multiple step

ps

Assign

n boundary co

onditions
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x

x

x

x

x

x



Assign loads

Identify surfaces

Assign interaction properties

Create interactions

Create a mesh

Create and submit a job



The following new topics are covered in this example:

x



x



Model / Preprocessing

o Define surfaces in the assembly

o Create interaction properties (specifically contact with and without

friction)

o Specify interaction pairs (contact surfaces)

Results / Post-processing

o Plot contact pressures to identify contact



(Remaining sections removed from preview)



12.5 Summary

In this chapter you worked with contact, created interactions and assigned interaction

properties. Contact is commonly encountered both in real life and in simulations that you

will be creating in Abaqus.
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12.6 What’s Next?

At this point we’ve worked through a number of model setups. Everything we’ve done so

far could also have been implemented in Abaqus/CAE so you haven’t really harnessed

the power of scripting yet. In subsequent chapters we will reuse some of the scripts you

have created here to demonstrate important concepts such as optimization and

parameterization.



13

Optimization – Determine the

Maximum Plate Bending Loads

13.1 Introduction

We’ve looked at a number of scripting examples over the last few chapters. In each of

these examples we ran not just one aspect of a simulation, but rather the entire simulation

from model setup to job execution to post processing using Python scripts. The benefit of

having an entire simulation in the form of a script is that you now have the power to

programmatically control it, parameterize it, add conditions and loops, and easily alter it

for different scenarios. One of the primary uses of scripting is optimization.

In this chapter we shall look at an example of optimization using the planar shell (plate)

bending model from Chapter 10. Let’s assume you have a large supply of these plates and

you’ll be using them for construction or in a manufacturing project. It has been decided

(for whatever reason) that you can save on material and component costs by maximizing

the load borne by each plate. The materials expert has told you that the maximum

allowable Mises stress in these plates is 35 MPa. You now need to figure out the

maximum load these plates can withstand in bending while experiencing a stress less than

35 MPa in order to optimize your design. Since you aren’t really modifying the plate

based on the analysis, you aren’t optimizing the design of the plate itself, however you

will be optimizing your use of resources by loading each of the plates to their maximum

capacity – and it is that maximum that you are tasked to find in this example.



13.2 Methodology

We wrote a script in Chapter 10 to run the plate bending simulation. We can modify this

same script to run our optimization procedure. The majority of the script will remain the

same. This includes the blocks that deal with model, part, material, section, assembly,
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step, field output request, history output request (we didn’t have any), boundary

condition, partition and mesh creation. This means over 90% of the script remains

unchanged.

The part of the script that needs modification is the application of the load. Since we are

using the same concentrated forces and applying them at the same nodes, most of these

statements will remain the same too. However we will put them inside a loop. At each

iteration of the loop we will increase the magnitude of the concentrated forces. The block

that creates and runs the job, as well as the post processing code, will need to be included

inside of this loop so that the simulation can be rerun at each iteration of the loop and the

results compared to our max stress criteria.

We will need to specify an initial force to use. We shall go with 5N. We will also need to

specify how much to increase the force for the next iteration. We can go with a 5N

increase at each iteration, so in the next iteration a 10N force will be applied, then 15N

and so on. Each analysis job will be given a new name which states the amount of force

applied such as PlateJob5N, PlateJob10N and so on. This way all the jobs will be listed in

the model tree and output database list as they are created and run, and the user will be

able to view the results of any of them if necessary. The results of each analysis will also

be displayed in a new viewport which will pop-up over the previous one.

In the plate bending simulation a field output report file was written at the end. In this

optimization we will continue to write this field output report file at every iteration. We

will then read from this report, and extract the maximum stress from it. We will record

this maximum stress by storing it in a file called ‘iterative_analysis.txt’ in a folder called

‘Simulation results’ so at the end of all the iterations we will have a table of force vs

maximum stress. We will also compare this maximum stress to our maximum allowable

stress of 35 MPa and if it has been exceeded we will break out of the loop.

At the end of the analysis we will highlight the elements of the plate which exceeded the

maximum allowable stress and display the plate in the viewport so we can see at a glance

where the stresses were too high. This gives me a chance to demonstrate how to change

an element color within the visualization module.
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13.5 Summary

After reading through this chapter you should now be able to perform an optimization by

placing the bulk of your script inside of a loop and iterating through it. This is the

standard procedure when performing optimizations using Python scripts. You also

performed some of the most common file handling (input/output) tasks using the

generated report files. In the process you were introduced to try-catch blocks for

catching exceptions. And you learnt how to change the color of interesting elements in

the viewport, adding to your knowledge of post-processing through a script.



14

Parameterization, Prompt Boxes and

XY Plots

14.1 Introduction

One of the most basic reasons for writing a script is that it gives you the ability to

parameterize your model. This allows you to specify quantities in the form of variables

whose values can be changed at runtime. If one of your dimensions is a variable, you can

create your model geometry making use of that variable, and you’ll then have the ability

to change your model by changing that variable.

You already got a taste of this concept in the previous chapter with the plate, where the

concentrated force was stored in the form of a variable whose value changed at every

iteration. But this was a relatively simple example. You can in fact have many quantities

in the form of variables which depend on the other variables. For example, you could

specify the length of a truss member as a variable, and the cross sectional area as a

variable which is related to the length by some mathematical relation. If you change the

first variable, your script not only changes the length of the wire feature in the sketcher, it

also changes the section properties accordingly. Or if you were working with beams you

could have the script change the profile dimensions to make them some fraction of the

length.

We will perform a similar parameterization in this chapter using the truss structure under

dynamic loading from Chapter 9. In addition we will obtain the length of the beam

members, as well as the magnitude of the concentrated force, as inputs from the user at

runtime using prompt boxes. The ability to accept user input through a prompt box is a

neat feature which allows the analyst to easily define a few variable values and observe
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14.2 Meethodology

When thee analyst runss the script, he or she will be promptedd to type in thhe length of tthe

truss mem

mbers (they are

a all of equ

ual length) an

nd the height of the truss within a singgle

prompt bo

ox. The scriptt will be mod

dified or param

meterized so the part skettch will scale to

these dim

mensions. The truss cross seection area, which

w

is a propperty assigneed in the section

module, will

w also be recalculated based on theese dimensioons. The radiius of the truuss

members will be 0.05%

% of the leng

gth, and the crross section aarea will be ccalculated usinng

this radiuss.

Recall thaat the findAt(() method is used

u

to find (and

(

select) thhe truss membbers in order to

assign secction propertiies to them. Since

S

the trusss dimensionss will now chhange based on

user inputt, the location

ns of these members

m

will also change, hence the arrguments of tthe



0 14.5 Summary 139

findAt() method will need to be parameterized as well so they can dynamically update

with the model geometry.

The user will also be prompted to enter the magnitude of the concentrated force, and this

will be applied to the correct node (the one in the center). The history output will be

requested from the node at the end of the structure. Note that the coordinates of both

these nodes will depend on the geometry of the truss hence the findAt() method will once

again be parameterized here.



(Remaining sections removed from preview)



14.5 Summary

In this chapter you saw a good demonstration of the parameterization procedure.

Parameterization is the foundation of almost any optimization analysis as it allows you to

treat quantities as variables and change them easily without having to recreate the model

manually. In addition you now have a few blocks of script code that can modify all

aspects of an XY plot, and you can reuse these in your own scripts.



15

Optimization of a Parameterized

Sandwich Structure

15.1 Introduction

This chapter is another example of both parameterization and optimization studies. We

will conduct an iterative optimization study on a parameterized sandwich structure. A

sandwich structure consists of a layer of material sandwiched between two other layers

which may or may not be of the same material. In our sandwich structure the two outer

layers are solid planks or plates whereas the inner layer is a square honeycomb core. One

end of the sandwich structure is fixed while the other end is free giving us something

similar to a cantilever beam. Tie constraints will be used between the sandwich layers to

hold them together.

We will write a parameterized script where the dimensions such as length, width, layer

thicknesses and core cell dimensions will be specified at the start of the script, and the

entire model will be created on the basis of these.

The user will provide input using a text file. Here each line of the text file will consist of

tab separated values of all of the variables. For each line of this input file the script will

extract the dimensions and perform an analysis. Therefore the bulk of the script will be

inside a for loop iterating as many times as there are lines in the input file.

The results of each analysis (the displacement of nodes near the end of the sandwich

beam) will be printed to an output file along with the input variables as tab separated

values. The benefit of having such output is that these values can then be imported into a

program such as Microsoft Excel or Matlab for creating plots and observing trends.

The geometry of our sandwich structure is displayed in the figure.
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wing dimensiions will be used:

The follow



The loadss and boundarry conditions are displayed

d in the next ffigure.
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15.2 Summary

In this script you parameterized a complex model and ran an optimization on it. You read

parameters from an input file, and spit out results into an output file. You now have a

good idea of how parameterization and optimization are carried out using Python scripts.

The output file can of course be imported into software such as Microsoft Excel or

Matlab where the trends can be analyzed for optimization purposes.



16

Explore an Output Database

16.1 Introduction

This chapter is going to introduce you to reading output databases, and gaining useful

information from them. When you run an analysis in Abaqus, the data you request – the

field and history outputs – as well as other information, such as the geometry of the part

instance, is written to the output database (.odb ) file. You might be required to extract

some specific information from an odb as part of your analysis procedure. A script might

be a more efficient then manually using the Abaqus/Viewer environment. In addition

there are some tasks that are impossible to perform in the Viewer but possible through a

script.

In this example we will experiment with the output database of the static truss analysis

from Chapter 7 and the explicit dynamic truss analysis of Chapter 8. We will perform 4

tasks.

1) We will extract the stress field, and display a contour plot of one-half of its value.

Each of the truss members will therefore appear to have only half of their original

stress when viewed in Abaqus/Viewer. While this may not appear very useful,

the purpose is to demonstrate how you can modify a field by performing a

mathematical operation on it or a linear combination with another field. We will

use the field output data of the static truss analysis for this.

2) We will extract information about the part instance used in the analysis, its nodes

and elements, and find out which element and node experienced the maximum

stress and displacement respectively. You saw an example of finding which

element experiences the maximum stress in the plate optimization example

(Chapter 13), but in that example you obtained this information by reading the
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report file generated during post-processing. This time you will read the output

database. You will also use the print command in a manner similar to the printf()

command from C which allows you to format your printed output. We will use

the field output data of the static truss analysis for this.

3) We will find out what regions of the part have history outputs available, what

these history outputs are, and extract the history output data. You will also see

how to find out which sets were defined in the model, and how to extract

information about the history region these sets correspond to. History output

information will be examined for both the output databases – the static truss

analysis and the dynamic explicit truss analysis.

4) We will extract the material and section properties from the odb. We will also

extract the entire material and section definitions from the static truss analysis

odb and put them in a new Abaqus/CAE model for future use using some built-in

methods provided by Abaqus.

In the process you will also learn of the various type of print statements, and how to

format printed output to suit your needs (and also to make your code more readable). In

addition you will discover the hasattr() and type() built-in functions offered by Python.

Performing these tasks will give you a good insight into working with Abaqus output

databases using a Python script.



16.2 Methodology

For the first task, we will read in the stress [S] and displacement [U], both FieldOutput

objects. We will divide the stresses by 2 to make them half their value, and leave the

displacements at their present values. We will then create a new viewport window, set the

primary variable to our new half stresses, and the deformed variable to the unchanged

displacement, and plot these. We will also turn on element and node labels, so we can see

the element and node numbers in the viewport to better understand what is going on in

the next task.

For the second task, we will use the object model to examine field output values in the

output database. Output databases consist of a very large amount of information, and this

information is buried inside the object model at different levels –you have containers

with information and more containers nested within them with additional information. To
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find the element with the maximum stress and the node with the maximum displacement,

we will need to loop through all the elements and nodes examining their stress and

displacement values respectively.

For the third task we will once again use the object model, but this time we will examine

history output information.

For the fourth task we will use some methods provided by Abaqus to easily extract

material and section information from an odb. We will create a new model file and place

this information in it for demonstration purposes.
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(Section removed from preview)



16.4 How to run the script

Open a new model in Abaqus/CAE and run the script created for the static truss analysis

using File > Run Script… The analysis will create an output database file

‘TrussAnalysisJob.odb’ and the script will open and display it in the Abaqus/Viewer

viewport.

Then then open another new model in Abaqus/CAE and run the script created for the

dynamic explicit truss analysis using File > Run Script… (It will be necessary to open a

model to run the second script since both the scripts were originally written to be

standalone and assume the existence of a default model ‘Model-1’ which they rename).

The analysis will create an output database file ‘TrussExplicitAnalysisJob.odb’ and the

script will open and display it in the Abaqus/Viewer viewport.

The reason both these scripts must be run is that they run the analysis and produce the

output databases. The Odb exploration script in this example needs to access these output

database files.

Once these scripts have been run, the Odb exploration script written in this chapter can be

run using File > Run Script.. either with those models still open in Abaqus/CAE, or in a
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new Abaqus/CAE model. (It does not make a difference since this script only accesses

the .odb files and does not assume the existence or lack of any model in Abaqus/CAE).



(Remaining sections removed from preview)



.



16.5 Summary

You now have a good understanding of how you can access information stored in an

output database using a Python script. There is a wealth of information available in an

odb, and all you need to access it is a basic understanding of the output database object

model. There is no sense in memorizing the entire tree structure which has hundreds of

nested repositories, attributes and methods; you should instead use object model

interrogation with print and prettyPrint() statements to determine how to access the

information you need.



17

Combine Frames of two Output

Databases and Create an Animation

17.1 Introduction

In the previous chapter we explored two output databases to understand the output

database object model and learn how to obtain useful information from an .odb file. In

this chapter we will demonstrate how to create a new output database file from scratch.

To make things interesting we will open two other output databases, extract the required

information from them, and combine this information from both of them into a new

output database.

We will modify the plate bending example from Chapter 10 in order to include the effect

of plasticity, and increase the loading on it to force it into plastic deformation. We shall

request Abaqus to write restart information to the .res file during this analysis. We will

then continue the analysis using the restart file and remove the load from the plate

allowing it to spring back and recover its elastic deformation (the plastic deformation will

not be recovered). The two analyses will generate two output databases. However these

do not overlap, and the first frame of the restart analysis will correspond to the last frame

of the original analysis. In order to view the results of the original analysis in

Abaqus/Viewer, the first .odb needs to be opened, and for the second analysis

(springback) the second .odb will need to be opened.

Our goal is to use a Python script to read both the output databases, extract the nodal

displacement information, and create a new output database which combines the

information of both analyses. This allows the analyst to view the entire set of results (that

you choose to include in the combined odb) in Abaqus/Viewer since the frames of both
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analyses are joined together. We will then create an animation which includes both the

bending and the springback.



17.2 Methodology

We will need to create 3 Python scripts for this example.

The first script will be a modification of the plate bending script from Chapter 10. We

will update it to include plastic material properties, and increase the load to cause

bending stresses that exceed the elastic limit. We will also need to request Abaqus to

write restart information to the .res file. On running the simulation an output database file

will be produced.

The second script will replicate the original model, and add a new step to it where the

load is removed. It will then continue the analysis using this new model. On running this

simulation a second output database file will be produced.

The third script will open and read the output databases created by the two analyses, and

extract the nodal displacement information. It will then create a new output database, and

in it create the part, instance it, create two steps, and add the displacement field output

data to these steps from each of the .odb files. It will then open this .odb in

Abaqus/Viewer, animate the time history and save the animation, which will include both

the bending and the springback.



(Remaining sections removed from preview)
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17.3 Summary

In this chapter we extracted data from 2 existing output databases and created a new one

using this information. You now have a firm understanding of not only how to extract

information from output databases using a Python script, but also how to construct one

from scratch. Using this technique you can create output databases that contain only what

you need - either for further processing tasks or to help you or another analyst visualize

specific results.
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Monitor an Analysis Job and Send an

Email when Complete

18.1 Introduction

A single analysis job in Abaqus can take hours or even days to run. Multiple jobs running

as part of an optimization routing can take a considerable amount of time to execute. It is

possible to write a script that monitors a job and provide updates to the analyst.

In this example we shall monitor the running of the Cantilever Beam example from

Chapter 4. We shall detect when the job completes or aborts. We will then log into a

Gmail account, and send an email to another address informing the analyst that the job

has either completed running or quit with errors.



18.2 Methodology

In our original Cantilever Beam script we submit the job and then wait for it to complete

using the WaitForCompletion() function. On completion, program control returns to the

script and subsequent statements, in our case post processing statements, are executed.

We will no longer use the waitForCompletion() function. Instead we will use the

addMessageCallback() function of the MonitorMgr object provided by Abaqus to

monitor messages generated by Abaqus during the analysis. Every time a message is

generated a function jobMonitorCallback(),defined by us, will be called, which will

check the type of the message. If the message type is either ABORTED or

COMPLETED it will call another function postProcess(), also defined by us, to log into

Gmail’s SMTP server and send an email indicating that the job has been completed (or

aborted).
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18.3 Summary

In this chapter you were introduced to job monitoring. In the example script we

monitored the messages ABORTED, ERROR and JOB_COMPLETED, which are

only a few of the available message types. If job monitoring is an important topic in your

work I strongly recommend looking up the other message types and experimenting with

them. We also learnt how to send an email from a Python script. While this involved

some advanced Python programming, it not only gave you some reusable code in case

you wish to have your jobs email you on completion, but it also demonstrated the fact

that you can harness powerful features of the Python language and are not only limited to

Abaqus kernel commands.



PART 3 – GUI SCRIPTS

Up until this point all the scripts you have written have run without much interaction with

the analyst, with the exception of the prompt boxes of Chapter 14. This is perfectly

acceptable for most scripts, and possibly all scripts you ever write for Abaqus will be like

this. However there may be times when you wish to create an interface for your script,

just so you can type in values or select options at runtime. If you work in an environment

where other analysts will be using your scripts, a visual interface can save them having to

modify your scripts directly, and may therefore be beneficial for everyone involved.

Taking things a step further, if you are in a large organization where individuals without

much Abaqus experience will be working with your models, you may wish to alter the

Abaqus/CAE interface itself so as to provide them with a pre-determined workflow and

limit their exposure to the complexities of Abaqus.

In Part 3, you will learn how to create simple dialog boxes using the Really Simple GUI

(RSG), as well as custom interfaces and vertical applications using the Abaqus GUI

Toolkit. From my personal experience, most individuals working with Python scripts in

Abaqus are not required to create GUIs, therefore most of the following chapters can be

considered optional for most readers. However it wouldn’t hurt to skim over them, just so

you get an idea of what is involved.

The last chapter of the book deals with Plug-ins. These are useful for both kernel and

GUI scripts, so browse through it even if you skip chapters 19 – 21.
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A Really Simple GUI (RSG) for the

Sandwich Structure Study

19.1 Introduction

In Chapter 15 we wrote a parameterized script to study the deflection of a pressure loaded

sandwich structure. This script accepted parameters using a specially formatted input file

and ran a complete analysis for each set of inputs. In this chapter we shall modify that

script to instead accept inputs/parameters using a dialog box presented to the analyst in

Abaqus/CAE. To simplify the example and focus on topic at hand, the analysis will only

accept one set of inputs and run once using these. The dialog box will only be presented

once at the beginning and there will be no looping.

The dialog box will be created using a facility known as the Really Simple GUI,

abbreviated as RSG. RSG allows the analyst to quickly create a dialog box with text

fields, checkboxes, combo boxes (dropdown menus), radio buttons and so on without

using any complex GUI customization tools. The drawback is that you can only

customize the appearance of the dialog box you create, not the rest of the Abaqus/CAE

interface. In addition, the appearance of the dialog box itself cannot change dynamically,

meaning that you cannot show and hide controls, or display different options based on

previously selected ones.



19.2 Methodology

We will modify the script from the sandwich structure analysis. It will be placed inside a

function using the def keyword. This function will be called by the RSG dialog box when

the user clicks OK, and the parameters provided to the script will be the values supplied

by the user using the dialog box controls. Needless to say we will delete the parts of the
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a

opttions, and thee finished prooduct will look

t it.

identical to
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G

In Abaqu

us v6.10 the RSG

R

Dialog builder can be accessed from Plugin

ns > Abaqus >

RSG Diallog Builder…

… as displayed in the figuree.



The Reallly Simple GU

UI Dialog Buiilder appears as shown in tthe followingg figure. On tthe

left hand side you see a set of toolss you can usee. Most of theese are controols/widgets thhat

dded to the diialog box. Ass you click on

n them they w

will populatee the tree in tthe

can be ad

center giv

ving you a hieerarchy which

h can be rearraanged using tthe arrow keyys.
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In the right side of thee window, where you see a few dialogg box optionss, check ‘Shoow

dialog in test

t mode’ an

nd click the ‘S

Show Dialog’ button.



A dialog box

b is display

yed. At the mo

oment you haaven’t added aany controls tto it hence alll it

contains is OK and Ca

ancel buttons..

The RSG comes with a basic 5 min

nute (or shorteer) tutorial. Itt makes little sense for me to

rehash wh

hat is already covered in th

his tutorial esspecially sincee it is availabble to everyonne.

You can either run thrrough it in Abaqus,

A

or follow along uusing the screeenshots below.

baqus/CAE Sttudent Editionn 6.10-2.

These screeenshots weree taken in Ab

Click on the

t “Take a 5 minute tour of

o the GUI bu

uilder” tool.
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The ‘Quicck Tour’ begiins.
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This wind

dow is wheree we will link

k the RSG to

o our Python script. The sscript itself w

will

form whaat is labeled att the module, and the funcction within thhe script will be the function

called wh

hen the OK bu

utton is clickeed in the dialo

og box. In thee above figuree, the modulee is

‘myUtils’ and the fu

unction is ‘createPlate’, which meaans that a ffunction callled

c

in a scrript called ‘m

myUtils.py’.

‘createPlaate()’ will be called



158 A Really

R

Simplee GUI (RSG) for the Sand

dwich Structture Study



Moving widgets

w

up an

nd down tend

ds to change their

t

positionn in the dialoog box. Movinng

widgets leeft and right allows you to nest them

m within a layyout managerr thus allowinng

them to bee affected by the layout.
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You assocciate keyword

ds with each widget of th

he dialog boxx and also deffine the type of

data it accepts. Here the

t text fieldss for name iss given the kkeyword ‘nam

me’ and acceppts

T other two fields are asssigned the key

ywords ‘w’ annd ‘h’ and accept floats. T

The

Strings. The
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checkbox’s keyword iss ‘rigid’ and it

i always retu

urns a Booleann. These keyw

words and theeir

values aree passed to thee function asssociated with the dialog boox as parametters.
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19.4 Crreate an RSG

G for Sandw

wich Structu

ure Analysiis

Now that you’ve run through

t

the 5 minute tutorrial and got aan idea of hoow RSG workks,

k through our example. I have already gone

g

ahead annd created a G

GUI dialog boox.

let’s work

Laying th

he widgets ou

ut onto the canvas is simplle enough but

ut you should try it once and

obtain thee same layout that I have here.
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Here is wh

hat our RSG dialog box will

w look like:
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Lets focuss on the param

meters used to

o create this.



Here you see the settin

ngs for the plu

ugin. The titlee ‘Sandwich Structure’ wiill appear in tthe

o the dialog box.

b

We are including

i

a seeparator, whicch is a horizoontal bar, aboove

title bar of

the OK an

nd Cancel butttons by check

king the optio

on. We have sset the OK buutton text to tthe

default off “OK” althou

ugh you can change it to so

omething elsee if you preferr.

If you click the ‘Show

w Dialog’ buttton, you will see the dialoog box. ‘Show

w dialog in teest

OK

mode’ is currently checked for tessting purposees. This meanns that whenn you click O

w not actually run the scrript. Instead itt will display a message:

Abaqus will
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Abaqus indicates

i

thaat it will caall the creatteSandwichS

Structure() m

method in tthe

Sandwich

hstructure_rsg

g.py file with the statementt

Sandwichstructure_rsg.createSandwi

ichStructure(sandwich_len gth=0.8,

idth=0.2,top

p_layer_thick

ker=0.03,

sandwich_width=0.2,wi

top_layer_

_material_nam

me=’Steel’,c

core_layer_th

hickness=0.08 ,

core_layer_material_na

ame=’Steel’,no_of_core_c

cells=6,wall_

ore_cell=0.04

4,

_thickness_co

s=0.03,botto

om_layer_mate

erial_name=’S teel’,

bottom_layer_thickness

’,write_and_

_print=True).

job_name=’SandwichJob’



All the wiidgets are plaaced inside a group box wh

hich we havee given the tittle ‘Dimensioons

and Materrials’.



An icon widget

w

is used

d to add the im

mage. The patth to the imagge is specifiedd here.
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We createe a vertical alligner widget to position th

he length andd width text fi

fields verticallly.

Any itemss placed insid

de a vertical aligner

a

are auttomatically poositioned verttically. We w

will

not apply any padding to this verticaal aligner.



The lengtth text field iss defined heree. The text is set to ‘Lengtth’ hence thee word ‘Lengtth’

will appear next to th

he text field on

o the canvaas. The numbber of colum

mns is set to 12

t

12 charaacters will be visible in th

he text field. Y

You can actuually type moore

meaning that

characterss, but the who

ole line will shift left as yo

ou type more and you will only be able to

see 12 chaaracters/digits. This is morre than enoug

gh room for oour purposes. The type is sset

to ‘Float’ indicating th

hat a float vallue is expecteed here and tthis will be passed to a flooat
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variable. The

T keyword sandwich_leength is assocciated with thhis text field, hhence when tthe

OK butto

on of the dialo

og box is presssed the funcction createSaandwichStru

ucture() will be

passed thee parameter sandwich_len

s

ngth=xyz wh

here xyz is thhe float enterred by the user.

The defau

ult is set to 0.8

8.

The defin

nition of the width text field

f

is simillar. It is assiigned the texxt ‘Width’, tthe

keyword associated

a

wiith it is sandw

wich_width and

a the defaullt value is 0.2.



A tab boo

ok widget is used

u

to createe a tabbed secction. Each oof the tabs – T

Top Plate, Coore

and Botto

om Plate will be

b individual containers neested within tthe tab book ccontainer.

The Top Plate contain

ner will accep

pt settings forr the top platte. We give iit the title ‘Top

Plate’ whiich appears as the name off the tab in thee tab book.



19.4 Create an RSG

G for Sandwicch Structuree Analysis 167



A verticall aligner is used to position

n the widgets inside the topp plate tab.



The text field ‘Thick

kness’ specifiies the thick

kness of the top plate off the sandwiich

structure and

a is assigneed the keyworrd top_layer_

_thickness.
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A standarrd combo bo

ox named ‘M

Material’ is crreated here. It is assigneed the keywoord

top_layerr_material_n

name. The deefault value has been set too ‘Steel’ whicch is one of tthe

combo bo

ox items. Notice that the default

d

value has

h been spellt exactly as tthe name of tthe

combo bo

ox item ‘Steell’. If you weree to type anytthing other thhan ‘Aluminuum’ or ‘Steel’ in

the defaullt field, it wou

uld be meanin

ngless to Abaqus.



A combo box item ‘Aluminum’ is added

a

here, fo

ollowed by onne named ‘Steeel’.
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The secon

nd tab is nameed ‘Core’ and

d the user willl define the prroperties of thhe core here.



The icon widget

w

is used

d to place an image of the core in the coore tab.



A text field labeled thiickness is creeated and assiigned the keyyword core_laayer_thickneess

0

and a defaault value of 0.08.
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A read on

nly text label with

w the text ‘Material’

‘

is added

a

to the ccore tab.



A horizon

ntal frame iss created in which we will

w place thee radio buttonns for the tw

wo

materials. This will maake them appeear side by sid

de.
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minum’ and ‘Steel’. Radioo buttons allow you to seleect

Radio butttons are creaated for ‘Alum

just one out of a sett of options. If you selecct one radio button, the other will gget

deselected

d. In order to

o enforce this behavior, bo

oth radio buttoons must be given the sam

me

keyword core_layer_m

material_nam

me. If they arre given diffeerent keywordds they will nnot

be part off the same rad

dio group and

d will operate independentl

tly, meaning tthat you will be

able to sellect both of th

hem at the sam

me time whicch will be quitte meaninglesss.
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A spinnerr is used to alllow the user to

t select the number

n

of cellls in the coree. It is given tthe

label text ‘Number of cells in core’ which will appear

a

next too it in the diaalog box. It w

will

pecified minim

mum of 1 annd the specifiied

allow the user to selecct a value beetween the sp

m which is 10.. The default has been set to 6. The seleected value w

will be passed to

maximum

the param

meter no_of_core_cells.



A text fielld is supplied

d for the user to

t enter the th

hickness of thhe walls of thee core cells.



The third tab is named ‘Bottom Platte’.
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A text fielld is supplied

d for the user to

t enter the th

hickness of thhe bottom layeer.



A text lab

bel ‘Material’ is inserted on

n the canvas.



174 A Really

R

Simplee GUI (RSG) for the Sand

dwich Structture Study



A list is used to provide the

t

user with

w

materiall options. The keywoord

bottom_layer_material_name is applied

a

to the list containerr itself rather than individuual

o of the listt items. Note that the defauult

list items. The default is set to ‘Steeel’ which is one

must be a name of onee of the list items,

i

in this case ‘Aluminnum’ or ‘Steeel’ otherwisee it

would be meaningless..



a added to the

t list containner.

List itemss ‘Aluminum’’ and ‘Steel’ are
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A text fielld is provided

d for the user to supply the job name.



A checkbo

ox allows thee user to speciify whether orr not the XY report shouldd be written annd

the displaacement subseequently printted to the messsage area.
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In the Keernel tab, wee set the mo

odule to ‘sandwichstructurre_rsg’ and tthe function to

‘createSan

ndwichStructure’. This means our

o

script will be in the ffile

sandwich

hstructure_rssg.py

and

d

will

callled

contain

a

funcction

createSan

ndwichStruccture().

We now save

s

the RSG Dialog Box as a plug-in by

b clicking thhe ‘Save your dialog box ass a

plug-in’ button.

b

We sh

hall save it as an RSG plug

g-in, which m

means internallly Abaqus w

will

use RSG commands to

o construct itt. If we were to save it as a standard pplug-in, Abaqqus

olkit comman

nds instead. You

Y will learnn about those in the next tw

wo

would usee the GUI too

chapters. We set the lo

ocation to ‘H

Home directory

y’ which tellss Abaqus to ssave the plug--in

der. On my

m

Window

ws 7 sysstem this is

in the default pllug-ins fold

baqus_pluginss\. The directtory name is tthe name of tthe directory in

C:\users\((username)\ab
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which thee scripts will be

b stored – th

hese scripts in

nclude the RS

SG plug-in staartup, and RS

SG

dialog con

nstruction scrripts generateed by Abaquss, as well as the kernel sccript written bby

us. The menu

m

button name

n

specified by you willl be the namee of the plug-in in the Pluugins menu in Abaqus/CA

AE. Note thaat it will only be visible in the Plug-ins menu after you

baqus/CAE.

restart Ab



When you

u click OK Abaqus

A

will in

nform you of which files w

were saved annd where. Sinnce

we selecteed ‘Home directory’ these are saved in the

t ‘abaqus_pplugins’ foldeer.
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19.5 Python Scriptt to respond to the GUII dialog inpu

uts

(Section

n removed frrom preview))



19.6 Ex

xamining thee Script

(Section

n removed frrom preview))



19.7 Summary

In this ch

hapter, you discovered thaat the RSG iss, as its nam

me suggests, ““really simplee”.

You can rapidly

r

createe a dialog box

x with useful widgets,

w

and hook it up to a kernel scrippt.

This scrip

pt needs to haave a function

n that accepts the data from

m the widgetss as inputs. T

The

RSG is su

uitable for a simple

s

GUI interfaces,

i

an

nd the fact thaat it gets storred as a Plug--in

makes it accessible

a

witthin all instan

nces of Abaqu

us/CAE.
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Create a Custom GUI Application

Template

20.1 Introduction

GUI Customization allows Abaqus users to modify or customize the Abaqus/CAE

Interface. The analyst can change the look and feel of Abaqus/CAE to a great extent,

creating his own modules, menus, toolbars, tool buttons and dialog boxes. He can also

remove existing Abaqus/CAE modules and toolsets.

This technology has many uses. Think of a company or research institute that, for the

most part, runs a handful of analyses on a regular basis with minor changes to these. A

vertical application can be built with much of the repetitive tasks automated with scripts,

giving the analyst the ability to make only certain allowed changes, and automating the

rest of the process. This type of automation of in-house processes is of great use to some

organizations.

This may be compounded by the fact that a lot of the personnel working on a project are

not very proficient at using Abaqus, but need to harness its functionality and run

simulations within a narrow framework. An application can be created which guides

them through the process step by step, prompting them for inputs and hiding most of

complexity of the Abaqus interface from them.

GUI Customization does not require an entire automated application to be built, it can be

used to create plug-ins which accomplish a single specific task and have a well designed

interactive interface suited to this.
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You need to understand the fundamentals of Abaqus GUI development before we attempt

to write a script. It is important that you read the following sections and understand them

before we get into our GUI example.



20.2 What is the Abaqus GUI Toolkit

Abaqus extends the functionality of a 3rd party open source GUI toolkit called the FOX

toolkit. FOX is a cross platform C++ based toolkit for creating GUIs. If you wish to learn

more about this toolkit you can visit their website at http://www.fox-toolkit.org/.

Abaqus provides a Python interface to the Abaqus/CAE C++ GUI toolkit. This interface,

or toolkit, is called the Abaqus GUI Toolkit.



20.3 Components of a GUI Application

In order to design an Abaqus GUI Application it is very important that you understand

the GUI infrastructure - the components that constitute the GUI, and how they work

together.

1. The top most component is the application object itself. This is an object of type

AFXApp which you will learn more about in a little bit.

2. The application consists of a window with the GUI infrastructure. All custom

Abaqus applications have this basic look. The window consists of

a) a title bar,

b) a menu bar,

c) one or more toolbars,

d) a context bar which consists of the module control and context controls

e) a tree area which displays the model tree or output database tree

f) a module toolbox with tool buttons

g) a canvas area where the parts, assemblies, renderings and so on are displayed

h) a prompt area below the window

i) and a message area (which can be switched with the command line interface)

These are marked in the figure. The main window itself is an object of type

AFXMainWindow.
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W

the maain window you

y have mo

odules and tooolsets. Moduules are clearrly

3. Within

marked

m

in Abaaqus/CAE wiith the word “Module:”

“

annd a combo bbox (drop dow

wn

menu)

m

listing the different modules su

uch as Part, Property, A

Assembly, Steep,

Visualization

V

and

a so on. Th

his combo bo

ox is visible iin the contexxt bar (d) in tthe

fiigure. Modulees are of typee AFXModulleGui. Toolseets on the othher hand are tthe

bu

uttons display

yed right nex

xt to the canvas in the sam

me area as moodule toolboxxes

(ff). However they

t

are different from mo

odule toolboxxes in that moodule toolboxxes

ch

hange depend

ding on which

h module you

u are in wherreas toolsets rremain there nno

matter

m

which module

m

you arre in. Toolsetts are of type AFXToolsettGui.

4. Within

W

the mo

odules you have

h

menus, toolbars and module toollboxes. As you

sw

witch modulles, these change.

c

Men

nus have ppanes which are of tyype

AFXMenuPan

A

ne, and withiin these you have

h

the mennu title AFXM

MenuTitle annd

menu

m

items AFXMenuC

Command. Toolbars eexist as grooups of tyype

AFXToolbarG

A

Group and they are made

m

up off toolbar buuttons of tyype

AFXToolButt

A

ton. Toolboxes also exist as groups oof type AFXT

ToolboxGrou

up

an

nd these conssist of toolbox

x buttons AFX

XToolButton

n similar to tooolbars.

5. The

T menus, to

oolbar buttonss and toolbox

xes launch moodes. Modes get input froom

th

he user and isssue a commaand. There arre two types oof modes – fo

form modes annd

prrocedure mod

des.
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Form modes create a dialog box where the user can type in inputs or select

options using checkboxes, radio buttons, lists and so on. For example, when you

click on View > Part Display Options, you see the Part Display Options dialog

box. You can select your options here and when you click Apply a command is

issued to the kernel. Form modes do not allow the user to pick anything in the

viewport. Form modes are of type AFXForm.

Procedure modes on the other hand prompt users to make selections in the

viewport and then use this information to execute a kernel command. So for

example, if you try to define a concentrated force in the loads module, Abaqus

prompts you to select the nodes on which to apply it and you pick the nodes in

the viewport window. This is a procedure mode. Procedure modes can have

multiple steps. They can also be used to launch dialog boxes. Procedure modes

are of type AFXProcedure. It is also possible for menu items, toolbar buttons or

toolbox buttons to launch a dialog box that is not associated with a form or

procedure. This type of dialog will not communicate with the kernel, only with

the GUI (more on this later). Such a dialog box will be of type AFXDialog.

6. Form modes launch dialog boxes of type AFXDataDialog. These are different

from the previously mentioned AFXDialog because AFXDataDialog dialog

boxes send commands to the kernel for processing. Procedure modes create

objects of type AFXPickStep and can also launch dialog boxes of type

AFXDataDialog.

7. Dialog boxes are made up of layout managers such as AFXVerticalAligner

which creates a vertical layout, and many others which we shall discuss later.

8. The layout managers contain within them the widgets such as labels (FXLabel),

text fields (AFXTextField), radio buttons (FXRadioButton) and so on.

It is important that you understand the above structure and recognize the names of the

classes. Scripts written to target the Abaqus GUI Toolkit usually span multiple .py files

and it can get a little confusing to keep track of what goes where if you don’t fully

understand the structure.



20.4 GUI and Kernel Processes

In the previous section we mentioned AFXDialog and AFXDataDialog, and briefly

spoke of how one (the second one) sends commands to the kernel while the other (the

first one) does not. It is important to understand that when you create a custom Abaqus

GUI, you have two types of processes running simultaneously – GUI processes and
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kernel processes. GUI processes execute GUI commands and kernel processes execute

kernel commands.

You’ve already seen kernel commands. All of the scripts written up until this point were

kernel scripts. They interacted with the Abaqus kernel in order to set up your model, send

it to the solver, and post process it. To elaborate further, only a kernel script can have a

statement such as

mdb.Model(name=MyModel,modelType=STANDARD_EXPLICIT)



or

myPart=myModel.Part(name='Plate',dimensionality=THREE_D,type=DEFORMABLE_BODY)



Model() and Part() are commands that are executed by the Abaqus kernel. Kernel scripts

usually have the following import statements at the top

fromabaqusimport*

fromabaqusConstantsimport*



GUI scripts on the other hand only deal with GUI processing. They create the GUI, and

can issue Python commands, but not commands that target the Abaqus kernel. They

usually have the import statement

fromabaqusGuiimport*



at the top.

GUI and kernel scripts must be kept separate. You cannot have “from abaqus import *”

and “from abaqusGui import *” in the same script as a script must either be purely GUI

or purely kernel.

Since the GUI must eventually issue commands to the kernel, a link must be established

between GUI and kernel scripts. This is usually done using a mode. For example, a form

mode (AFXForm) launches a dialog (AFXDialog) which contains the GUI commands

necessary to display widgets (checkboxes, text fields, labels etc), and when the OK

button is pressed in the dialog box the form calls a command in a separate kernel script.

This way the GUI and kernel scripts are kept separate and one calls the other through the

use of a mode. Another method is to use sendCommand() method. You will see both of

this demonstrated in the next chapter, but it is essential that you learn these concepts right

now.
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20.5 Methodology

In this example we create a basic GUI application. As such it does not execute any kernel

scripts; it is just a GUI with no real functionality. However it is a complete framework,

and we will be using it for the example in the next chapter. More importantly, this code

framework can be reused by you in all GUI scripts you write in the future, as it serves as

a stable base off which you can build.

The GUI application is created using a number of scripts. We will examine each of these

scripts in turn, but first an overview so that you see the bigger picture.

x

x



x



x



x



customCaeApp.py is the application startup script. It creates the application

(AFXApp) and calls the main window

customCaeMainWindow.py creates the main window (AFXMainWidnow). It

registers the toolsets and modules that will be part of the application. These

toolsets and modules include standard ones as well as custom ones made by us.

modifiedCanvasToolsetGui.py creates a modified version of the Viewport

menu which you see when you open Abaqus/CAE. It will adds a few new menu

items to the Viewport menu, removes others that exist by default, adds a couple

of horizontal separators in the menu pane, and changes the name of the Viewport

menu to ‘Viewport Modified’.

When menu items or toolbar buttons are clicked in this modified viewport

toolset, the form mode, defined in demoForm.py, is called to post the dialog box

which is defined in demoDB.py

customToolboxButtonsGui.py creates a new toolset (AFXToolsetGui). The

toolset buttons which appear to the left of the canvas (along with module

toolboxes) will be visible in all modules.

When buttons in this toolbox are clicked, the form mode defined in

demoForm.py is called to post the dialog box defined in demoDB.py

customModuleGui.py creates a new module (AFXModuleGui) which appears

in the module combobox as ‘Custom Module’. This module has a menu

(AFXMenuPane) called ‘Custom Menu’ associated with it, a toolbar

(AFXToolbarGroup) called ‘Arrow Toolbar’ and a toolbox group

(AFXToolboxGroup). All of these are only visible when the user is in the

custom module.
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x



x

x



When

W

most off the menu iteems, toolbar buttons

b

or tooolbox buttonss are clicked in

th

his custom module,

m

the fo

orm mode deffined in dem

moForm.py iss called to poost

th

he dialog box

x defined in demoDB.py.

d

However

H

to cchange thingss up, one of tthe

menu

m

items in

nstead posts a modeless dialog definned in demoD

DBwoForm.p

py

without

w

callin

ng any form mode. This is to demoonstrate how you launch a

modeless

m

dialo

og box.

demoForm.py

y creates a form

f

mode (A

AFXForm) which will ppost the dialog

moDB.py and will issue a command

c

whhen the OK button is clickked

crreated in dem

in

n that dialog.

demoDB.py creates the mo

odal dialog bo

ox (AFXDataaDialog) thatt will be postted

by

y the form mo

ode of demoF

Form.py

demoDBwoFo

orm.py createes a modelesss dialog box – one that is posted withoout

ny form.

an



20.6 Python Scriptt

We shall now look at each of the script files in turn. Remem

mber that thesee must all exxist

n the same fo

older for the application

a

to work.

together in
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20.7 Summary

We createed a working GUI framew

work in this chapter

c

in ordder to explainn the process of

writing th

he scripts, an

nd also to understand

u

th

he inner worrkings of thee Abaqus GU

UI

infrastructture. The ap

pplication creeated here do

oes not do an

anything usefful on its ow

wn,

however the

t basic fram

mework has been created, and

a it is one yyou can reusee when creatinng

your own GUI applicattions. In fact we

w shall reuse it in the nexxt chapter.



21

Cu

ustom GUI Appli

A

cation

n for B

Beam

Fram

me An

nalysiss

21.1 Inttroduction

In the prrevious chapter we creatted a framew

work that caan be reusedd for any GU

UI

applicatio

on. It includeed a persisten

nt toolset, a custom modu

dule with mennus, toolboxees,

toolbutton

ns and a toolb

bar, and other customizatio

ons to the stanndard GUI intterface.
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In this chapter

c

we will

w create a functional application that demonnstrates projeect

automatio

on. We will use

u the beam

m frame modeel from Chappter 9. The aapplication w

will

create thiss same beam frame simulaation, but pro

ompt the user for inputs allong the way.. It

will create a custom in

nterface wherre the user caan only perforrm certain acctions, and onnly

mpted to do so,

s just as you

u would expecct from a verttical applicatiion.

when prom

The figuree displays ou

ur custom GU

UI application.. It will not hhave a model tree on the leeft.

The majo

ority of menu

us and toolbaars are remov

ved leaving oonly a few baarebones item

ms.

There is a persistent toolset

t

with buttons ‘Step

p 1’ thru ‘Sttep 5’. All thhe modules aare

a well leavin

ng only a custtom module called

c

‘Beam Module’. Thiis module hass a

removed as

module to

oolset which consists of 5 large button

ns (with largee icons on thhem). A custoom

toolbar is available wiith buttons an

nd small icon

ns. There is aalso a menu called ‘Custoom

i

The peersistent toollset, beam m

module toolsett (with the bbig

menu’ wiith 5 menu items.

icons), the toolbar, and

d the custom menu all hav

ve 5 buttons//items and proovide the exaact

same funcctionality.

When ‘Sttep 1’ is initiated using an

ny of the butttons or menuus, the user iis prompted ffor

material properties.

p

Hee can select ‘S

Steel’ or ‘Alu

uminum’ or ddefine a new m

material. Whhen

the user clicks OK, Abaqus procceeds to creaate the moddel, beam parrts (frame annd

t users inpu

ut).

crossbraciing) and mateerials (using the



When ‘Sttep 2’ is initiiated, the useer is prompted

d to create thhe profile of the beam wiith

options off ‘I’, ‘Box’ and

a ‘Circular’. A number of

o default vallues are filledd into the fiellds

which thee user can alteer. When the use

u clicks OK

K the profiles are created. T

The application

also proceeeds to create the sections and assembly

y.
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When ‘Sttep 3’ is initiaated, the user is prompted to select a crross member,, then a seconnd,

and then two

t frame meembers. The user

u will be ab

ble to pick theese in the viewport.



The application will th

hen prompt thee user to enter loads for eaach of the mem

mbers selecteed.



On acceptting these inp

puts, the application will create

c

the loadds and displaay the assembbly

with loadss in the viewp

port.
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‘Step 4’ asks

a

the user if he wishes to

o save the mo

odel’.



If he click

ks Yes he is asked to provide a path at which

w

to save the model.



If he click

ks the Select…

… button, he will

w be provid

ded a file seleection window

w



The directory selection

n on the otherr hand is not actually impllemented in tthis applicatioon,

but is provided to show

w you how to

o present the user

u with a diirectory selecction window

w if
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you need to do so in one

o of your own

o

scripts. If

I the user cllicks Select…

… next to ‘sett a

directory’’, he will see the

t directory selection win

ndow.



When thee OK button is finally cliicked, the en

ntire model iss saved at the specified ffile

location.

Step 5’ runs th

he analysis.

Finally ‘S



21.2 La

ayout Manag

gers and Widgets

W

In the cu

ustom CAE example

e

of the

t previous chapter, our dialog boxees were mosttly

empty. This time they

y will be po

opulated with

h useful text fields, checck boxes, raddio

buttons an

nd combo bo

oxes. All of these

t

are kno

own as widggets. In fact rregular buttonns,

toolbar an

nd toolbox bu

uttons, flyoutt buttons and

d menu buttonns are also w

widgets, so you

have in faact used widg

gets before. Widget

W

is a generic

g

term for GUI conttrols, and theese

widgets alllow a user to

o interact with

h the program

m.

Layout managers

m

are containers

c

used to arrangee widgets in a dialog box.. You place tthe

widgets within

w

the lay

yout manager,, and depend

ding on the tyype of layout manager thoose

widgets will

w be placed

d in an ordereed manner in

n the dialog bbox. For exam

mple, a verticcal

alignmentt layout manager will cau

use all widgeets inside it tto be placed one below tthe

other. A tab

t book layout manager on

o the other hand will allow

w you to have multiple tabbs,

and differrent widgets in each tab which

w

will bee displayed onnly when thee user is in thhat

tab.
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You’ll use layout managers and widgets in the dialog boxes for ‘Step 1’ through ‘Step 4’

so you’ll have a good understanding of them by the end of the chapter.



21.3 Transitions and Process Updates

Transitions allow you to detect changes in the state of widgets. The program can then

change the GUI state in a dialog box based on the detected activity. For example, in the

dialog box for ‘Step 1’, the user is presented with 3 material choices – ‘AISI 1005 Steel’,

‘Aluminum 2024-T3’ and ‘New’. A transition is added to the application to detect

whether the user has clicked ‘New’ or not, and if he has, a number of text fields are

enabled allowing him to provide a name and material properties for this material. On the

other hand if ‘Steel’ or ‘Aluminum’ are selected, these material property fields will be

disabled or grayed out.

The transition allows the program to detect the change in state of the combo box widget

and execute the appropriate method to enable or disable the text fields. Transitions do this

by comparing the value of the keyword associated with the widget with a specified value

and doing a simple comparison such as EQ (equals), GT (greater than) or LT (less than).

However sometimes you may need to perform a more complicated comparison, or meet

some more complex condition that cannot be represented using simple comparisions such

as EQ, GT and LT. In that case you will need to use process updates.

The processUpdates() method is called during every GUI update cycle. You can place

your own code in this method to test for some condition, and if some condition is met

then you can execute the relevant methods. Needless to say this should be used with

caution since it is called at every GUI update, and if you have a lot of time consuming

code here you can slow your program down considerably.

We will demonstrate how to use transitions in the dialog box for ‘Step 1’, and

processUpdates() in the dialog box for ‘Step 2’.



198 Cusstom GUI Ap

pplication forr Beam Fram

me Analysis



(Contentts removed from

f

preview

w)



.



(Contentts removed from

f

preview

w)



21.3 Transitionss and Processs Updates 199



(Contentts removed from

f

preview

w)



(Contentts removed from

f

preview

w)



200 Cusstom GUI Ap

pplication forr Beam Fram

me Analysis



21.3 Transitionss and Processs Updates 201



(Contentts removed from

f

preview

w)



202 Cusstom GUI Ap

pplication forr Beam Fram

me Analysis



(Contentts removed from

f

preview

w)



(Contentts removed from

f

preview

w)



21.4 Summary

You’ve now

n

created a fully functional custo

om GUI appplication andd have a good

understan

nding of the steps involved

d in scripting one. GUI deesign is a fairrly complicatted

subject an

nd you’ll prob

bably spend a lot of time debugging

d

coode, but hopeffully the scrippts

from this chapter and the previous one will give you a greatt starting poinnt for any GU

UI

ons you develo

op.

applicatio

Abaqus offers a numbeer of widgets and layout managers

m

asidde from the onnes used in thhis

example so

s it is recom

mmended thatt you take a look at the ‘A

Abaqus GUI Toolkit Userr’s

Manual’ and

a the ‘Abaq

qus GUI Toollkit Referencee Manual’ forr further inforrmation.
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Plug-ins

22.1 Introduction

In this chapter we will talk about creating plug-ins. Plug-ins are scripts available to a user

in Abaqus/CAE through the Plug-ins menu. They help extend the functionality of

Abaqus. A plug-in can be a simple kernel script that performs a routine task, the same

sort of script you could run through File > Run Script… In this scenario the advantage is

that of convenience - the script is easily accessible to everyone who is using Abaqus/CAE

once it is packaged as a plug-in. On the other hand the plug-in can be a GUI script which

displays a custom interface prompting the user to input data and select items in the

viewport. If all you need is a little extra functionality, creating a plug-in requires less

work than writing an entire custom GUI application. However a plug-in cannot modify or

remove Abaqus/CAE modules and toolsets the way a custom application can.



22.2 Methodology

All plug-ins must follow the naming convention *_plugin.py. This helps Abaqus identify

a script that is a plug-in. A plug-in may consist of more than one script; however the rest

of the scripts do not need to follow this naming convention. Presumably your *_plugin.py

script has import statements which will cause the other scripts to be imported as needed.

Also, it is recommended that you store all these related scripts (and other files such as

icons) in the same directory unless you wish to mess with the PYTHONPATH variable.

Abaqus/CAE automatically searches for plug-ins in certain directories while starting up.

All plug-ins detected are added to the Plug-ins menu. Your plug-ins must be placed in

one of these key locations. By default Abaqus searches for a folder called

abaqus_plugins, first in the Abaqus directory (abq_dir\cae\abaqus_plugins\), then the

home directory (home_dir\abaqus_plugins\), and finally the current directory

(cur_dir\abaqus_plugins\).
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g-ins

If a plu

ug-in is a kernel

k

plug--in, Abaqus//CAE sends commands of the forrm

module_n

name.function

n_name to thee kernel. If th

he plug-in is a GUI plug-inn, Abaqus/CA

AE

sends a command

c

of the

t type ID_

_ACTIVATE

E, SEL_COM

MMAND to tthe GUI objeect

created fo

or the plug-in..



22.3 Leearn by Exa

ample

Since kernel and GUI plug-ins opeerate slightly differently, w

we’re going tto create one of

each. We shall call them

m ‘Material Kernel

K

Plug-in’ and ‘Materrial GUI Plugg-in’. We wonn’t

c

we’ll ju

ust reuse stateements writteen in previouus chapters annd

write too much new code,

hem as plug-iins.

package th



22.3.1 Kernel

K

Plug-iin Example

We will use

u the first sccript we wrotee in this book

k, the one in C

Chapter 1, secction 1.2. If you

recall, alll this script does

d

is create 3 materialss. We have pplaced it insside a functioon,

createMa

aterials(), wh

hich our plug-in can call.

We place the contents in materialkernelscript.p

py. Here is thee listing:

#********************

*************

*************

************* *************

************

#MaterialKernelPlug

gin

#Thisscriptsendsco

ommandstoth

hekerneltocreatethem aterials

#********************

*************

*************

************* *************

************



fromabaqusimport*

fromabaqusConstantsi

import*



defcreateMaterials():



mdb.models['Model

1'].Material

l('Titanium')
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mdb.models['Model1'].materials['Titanium'].Density(table=((4500,),))

mdb.models['Model1'].materials['Titanium'].Elastic(table=((200E9,0.3),))



mdb.models['Model1'].Material('AISI1005Steel')

mdb.models['Model1'].materials['AISI1005Steel'].Density(table=((7872,),))

mdb.models['Model1'].materials['AISI1005Steel'].Elastic(table=((200E9,0.29),

))



mdb.models['Model1'].Material('Gold')

mdb.models['Model1'].materials['Gold'].Density(table=((19320,),))

mdb.models['Model1'].materials['Gold'].Elastic(table=((77.2E9,0.42),))



We now create the plug-in. Here are the contents of ‘materialkernel_plugin.py’

#********************************************************************************

#MaterialKernelPlugin

#Thisscriptregistersthematerialkernelplugin

#********************************************************************************



(RemovedfromPreview)







(Contents removed from preview)
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This is alll it takes to tu

urn your kerneel script into a functional kkernel plug-inn.

22.3.2 GUI

G Plug-in Example

E

We will reuse

r

the matterial selectio

on dialog box

x we created for the beam

m frame custoom

applicatio

on in the previous chapter. This time it will

w appear aas a standalonne add-on rathher

than part of

o a full-blow

wn custom app

plication.
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We reuse most of the code. materialGuiDB.py defines the dialog box,

materialGuiForm.py defines the form mode that launches the dialog box, and

materialscript.py is the associated kernel script.

The contents of materialGuiDB.py are the same as step1DB.py from the previous

chapter.



fromabaqusGuiimport*



#Classdefinition



classStep1DB(AFXDataDialog):



[







...







...



]=range(AFXToolsetGui.ID_LAST,AFXToolsetGui.ID_LAST+4)



#

def__init__(self,form):









...







...



defonNegativeDensity(self,sender,sel,ptr):









...







...



defonDensity(self,sender,sel,ptr):









...







...



defonNewMaterialComboSelection(self,sender,sel,ptr):









...







...



defonExistingMaterialComboSelection(self,sender,sel,ptr):







...







...



#

defshow(self):







...







...
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#

defhide(self):







...







...



The contents of materialGuiForm.py are the same as step1Form.py from the previous

chapter.

fromabaqusGuiimport*

importstep1DB



#Classdefinition



classStep1Form(AFXForm):



#

def__init__(self,owner):







...







...

#

defgetFirstDialog(self):







...







...

#

defactivate(self):







...







...

#

defissueCommands(self):







...







...



As for materialscript.py, it is similar to the corresponding function from

beamKernel.py of the previous chapter.

#********************************************************************************

#MaterialGUIPlugin

#Thisscriptsendscommandstothekerneltocreatethematerial

#********************************************************************************





(RemovedfromPreview)
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Here is the script that actually creates the plug-in. It is materialGui_plugin.py.

#********************************************************************************

#MaterialGUIPlugin

#ThisscriptregistersthematerialGUIplugin

#********************************************************************************



(RemovedfromPreview)





(Contents removed from preview)



22.4 Summary

Registering a plug-in is quite easy; you use the registerKernelMenuButton() and

registerGuiMenuButton() methods depending on whether you are registering a kernel

plug-in or a GUI plug-in. The real work goes into creating the kernel or GUI scripts that

make up the plug-in. Once you have those, it’s easy to package them into a plug-in for

future use.
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